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**ЗАДАНИЕ**

**НА КУРСОВУЮ РАБОТУ (КУРСОВОЙ ПРОЕКТ)**

Разработать ПК для диспетчера склада, используя знания и навыки, приобретенные в ходе курса по объектно-ориентированному программированию.

В ПК должны храниться сведения о компаниях, с которыми заключены договоры хранения, о помещениях и стеллажах для хранения груза, о размещенных грузах.

Диспетчер может добавлять, изменять и удалять эту информацию.

***Ему могут потребоваться следующие сведения: общий перечень договоров и дат их окончания общий процент заполненности склада товарами количество товаров определенного вида на складе.***

В конечном итоге был разработан ПК для удобной и корректной работы менеджера. ПК поддерживает авторизацию существующих пользователей, а также управление ключевыми сущностями — контрактами, компаниями, помещениями, стеллажами и товарами.

**ДИАГРАММА ПРЕЦЕДЕНТОВ**
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**UML ДИАГРАММА КЛАССОВ**

Классы данных
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Классы для работы с базой данных
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**ОПИСАНИЕ КЛАССОВ**

В работе используются 7 классов данных составляющих общую модель.

* Класс Contract представляет собой классификацию контракта. Имеет поля (свойства) id\_contract - уникальный идентификатор и startdate — дата подписания контракта, enddate — дата окончания контракта, company\_id — идентификатор компании с которой заключен контракт.
* Класс Company представляет собой классификацию компании. Имеет поля (свойства) id\_company - уникальный идентификатор и name - название компании, address – адрес компании, phone – телефонный номер компании, tin – ИНН компании.
* Класс Product представляет собой классификацию товара. Имеет поля (свойства) id\_product - уникальный идентификатор и name — название товара, type — тип товара, quantity — кол-во товара определенного вида, shelf\_id — идентификатор стеллажа на котором лежит товар, contract\_id — идентификатор контракта по которому товар имеет право находится на складе.
* Класс Room представляет собой классификацию помещения. Имеет поля (свойства) id\_room - уникальный идентификатор и number — номер помещения, capacity — вместимость помещения (кол-во стеллажей, которые можно поместить в данное помещение).
* Класс Shelf представляет собой классификацию стеллажа. Имеет поля (свойства) id\_shelf - уникальный идентификатор и number — номер стеллажа, capacity — вместимость полки (кол-во товаров, которые можно поместить на данный стеллаж, предполагается, что товары примерно одинакового размера и веса), room\_id - идентификатор помещения в котором находится стеллаж.
* Класс User представляет собой классификацию помещения. Имеет поля (свойства) id\_user - уникальный идентификатор и name — логин, password — пароль (предполагается что данные для входа в систему выдаются работнику отдельно без регистрации).

Также в работе использованы семь классов для работы с базой данных (далее - БД), один из которых HibernateUtil – используется во всех остальных для создания сессии подключения к БД, остальные же классы, функционирующие непосредственно с данными БД представлены ниже:

* Класс ContractService - класс сервиса для работы с таблицей контрактов.

Содержит методы для добавления, редактирования, удаления и получения данных из БД.

* Класс CompanyService - класс сервиса для работы с таблицей компаний.

Содержит методы для добавления, редактирования, удаления и получения данных из БД.

* Класс ProductService - класс сервиса для работы с таблицей товаров.

Содержит методы для добавления, редактирования, удаления и получения данных из БД.

* Класс RoomService - класс сервиса для работы с таблицей помещений.

Содержит методы для добавления, редактирования, удаления и получения данных из БД.

* Класс ShelfService - класс сервиса для работы с таблицей стеллажей.

Содержит методы для добавления, редактирования, удаления и получения данных из БД.

* Класс UserService - класс сервиса для работы с таблицей пользователей.

Содержит метод получения данных из БД для входа в систему.

* Класс WarehouseService - класс сервиса для подсчета заполненности всего склада.

**СХЕМА ДАННЫХ**
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В работе представлены 6 таблиц БД:

* Таблица Contract представляет собой классификацию контракта. Имеет поля (свойства) id\_contract - уникальный идентификатор и startdate — дата подписания контракта, enddate — дата окончания контракта, company\_id — идентификатор компании с которой заключен контракт.
* Таблица Company представляет собой классификацию компании. Имеет поля (свойства) id\_company - уникальный идентификатор и name - название компании, address – адрес компании, phone – телефонный номер компании, tin – ИНН компании.
* Таблица Product представляет собой классификацию товара. Имеет поля (свойства) id\_product - уникальный идентификатор и name — название товара, type — тип товара, quantity — кол-во товара определенного вида, shelf\_id — идентификатор стеллажа на котором лежит товар, contract\_id — идентификатор контракта по которому товар имеет право находится на складе.
* Таблица Room представляет собой классификацию помещения. Имеет поля (свойства) id\_room - уникальный идентификатор и number — номер помещения, capacity — вместимость помещения (кол-во стеллажей, которые можно поместить в данное помещение).
* Таблица Shelf представляет собой классификацию стеллажа. Имеет поля (свойства) id\_shelf - уникальный идентификатор и number — номер стеллажа, capacity — вместимость полки (кол-во товаров, которые можно поместить на данный стеллаж, предполагается, что товары примерно одинакового размера и веса), room\_id - идентификатор помещения в котором находится стеллаж.
* Таблица User представляет собой классификацию помещения. Имеет поля (свойства) id\_user - уникальный идентификатор и name — логин, password — пароль (предполагается что данные для входа в систему выдаются работнику отдельно без регистрации).

**ПРИМЕРЫ ГРАФИЧЕСКОГО ИНТЕРФЕЙСА**

Вход
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**Пример добавления контракта** (дата окончания ограничена датой начала, выбрана уже существующая компания)

**![](data:image/png;base64,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)**

![](data:image/png;base64,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)**Обработка неправильного ввода**

**КРАТКАЯ ИНСТРУКЦИЯ ДЛЯ ПОЛЬЗОВАТЕЛЯ**

После запуска программы откроется таблица Контрактов, чтобы переключатся между таблицами, нужно выбрать нужную Вам таблицу в choicebox находящийся в правой части экрана.

Доступные действия в таблице Контрактов:

• Поиск – в поисковую строку ввести запрос

• Добавить – нажать кнопку «+», откроется окно добавления – заполнить поля и сохранить.

• Удаление – выберите одну или несколько (зажать shift/ctrl) записей и нажмите кнопку «-»

• PDF отчет – нажмите кнопку «PDF»

• Сохранить в файл – нажмите кнопку «Save»

• Редактирование – два раза щелкните по нужной ячейке, поменяйте значение и нажмите Enter на клавиатуре

Доступные действия в таблице Company:

• Поиск – в поисковую строку ввести запрос

• Добавить – нажать кнопку «+», откроется окно добавления – заполнить поля и сохранить.

• Удаление – выберите одну или несколько (зажать shift/ctrl) записей и нажмите кнопку «-»

• Редактирование – два раза щелкните по нужной ячейке, поменяйте значение и нажмите Enter на клавиатуре

• PDF отчет – нажмите кнопку «PDF»

• Сохранить в файл – нажмите кнопку «Save»

Доступные действия в таблицах Помещения/Стеллажи:

• Поиск – в поисковую строку ввести запрос

• Добавить – нажать кнопку «+», откроется окно добавления – заполнить поля и сохранить.

• Удаление – выберите одну или несколько (зажать shift/ctrl) записей и нажмите кнопку «-»

• Редактирование – два раза щелкните по нужной ячейке, поменяйте значение и нажмите Enter на клавиатуре

• PDF отчет – нажмите кнопку «PDF»

• Сохранить в файл – нажмите кнопку «Save»

Доступные действия в таблице Товаров:

• Поиск – в поисковую строку ввести запрос

• Добавить – нажать кнопку «+», откроется окно добавления – заполнить поля и сохранить.

• Удаление – выберите одну или несколько (зажать shift/ctrl) записей и нажмите кнопку «-»

• Редактирование – два раза щелкните по нужной ячейке, поменяйте значение и нажмите Enter на клавиатуре

• PDF отчет – нажмите кнопку «PDF»

• Сохранить в файл – нажмите кнопку «Save»

**Необходимые пункты по ТЗ:**

Список компаний и информации о них - Выберите таблицу Companies

Список договоров и информации о них - Выберите таблицу Contracts

Список помещений и стеллажей и информация о них - Выберите таблицу Rooms/Shelves

Список товаров и информация о них - Выберите таблицу Products

Список свободных номеров с указанием его вместимости - Выберите таблицу

Общий процент заполненности склада показан в левом верхнем углу надписью:

Fullness: %

Кол-во товаров определенного вида — столбец Quantity в таблице Products.

**ЗАКЛЮЧЕНИЕ**

Было разработано приложение с использованием современных технологий и подходов к разработке: в качестве языка программирования был выбран Java. В ходе работы были применены знания и навыки, полученные в ходе курса объектно-ориентированного программирования, в частности, были применены основные концепции ООП. Также была проделана работа с освоением языка SQL и библиотеки JavaFX для написания фронтенда. В конечном итоге был разработан ПК, полностью соответствующий техническому заданию.

**ПРИЛОЖЕНИЕ 1**

**ИСХОДНЫЙ КОД**

**https://github.com/umlerr/Warehouses.git**

AddContractCompanyController

package com.umler.warehouses.AddControllers;

import com.umler.warehouses.Helpers.DatePickerCellFactory;

import com.umler.warehouses.Model.Company;

import com.umler.warehouses.Model.Contract;

import com.umler.warehouses.Services.ContractService;

import javafx.animation.PauseTransition;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.Initializable;

import javafx.scene.control.\*;

import javafx.util.Duration;

import com.umler.warehouses.Controllers.SceneController;

import com.umler.warehouses.Helpers.UpdateStatus;

import com.umler.warehouses.Services.CompanyService;

import java.net.URL;

import java.time.LocalDate;

import java.util.List;

import java.util.Objects;

import java.util.ResourceBundle;

public class AddContractCompanyController implements Initializable {

@FXML

public TextField name\_field;

@FXML

public TextField phone\_field;

@FXML

public TextField tin\_field;

@FXML

public DatePicker enddatepicker;

@FXML

public DatePicker startdate\_field;

@FXML

public TextField number\_field;

@FXML

public TextField city\_field;

@FXML

public TextField street\_field;

@FXML

public TextField building\_field;

@FXML

public TextField index\_field;

@FXML

public ChoiceBox<Company> company\_choicebox;

CompanyService companyService = new CompanyService();

ContractService contractService = new ContractService();

/\*\*

\* Сохраняет изменения в базе данных после добавления компании и контракта.

\* Если данные введены корректно, то создается новый объект компании и контракта и происходит обновление базы данных.

\* Если компания уже была создана, и ее выбрали, новый контракт присоеденяется к этой компании.

\* Если данные введены некорректно, то выводится сообщение об ошибке.

\*/

@FXML

private void saveNewContractCompanyToDb(ActionEvent event){

if (validateInputs()) {

int flag = 0;

Contract contract = createContractFromInput();

Company company = createCompanyFromInput();

List<Company> companies = companyService.getCompanies();

for (Company company1 : companies)

{

if (company1.getTin().equals(company.getTin()) &&

company1.getName().equals(company.getName())

&& company1.getPhoneNumber().equals(company.getPhoneNumber())

&& company1.getAddress().equals(company.getAddress()))

{

flag = 1;

company1.addContract(contract);

boolean isSaved = new ContractService().createContract(contract);

new CompanyService().updateCompany(company1);

if (isSaved) {

UpdateStatus.setIsContractCompanyAdded(true);

delayWindowClose(event);

}

}

}

if (flag == 0)

{

company.addContract(contract);

boolean isSaved = new CompanyService().createCompany(company);

if (isSaved) {

UpdateStatus.setIsContractCompanyAdded(true);

delayWindowClose(event);

}

}

}

}

/\*\*

\* Проверяет корректность введенных данных.

\* Если все поля заполнены корректно, возвращает true.

\* Если есть незаполненные поля или данные введены некорректно, выводит сообщение об ошибке и возвращает false.

\*/

private boolean validateInputs() {

DatePickerCellFactory enddate\_field = new DatePickerCellFactory(enddatepicker);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Input Error", ButtonType.OK);

if (name\_field.getText().equals("")

|| phone\_field.getText().equals("")

|| tin\_field.getText().equals("")

|| enddate\_field.getValue() == null

|| startdate\_field.getValue() == null

|| number\_field.getText().equals("")

|| city\_field.getText().equals("")

|| street\_field.getText().equals("")

|| building\_field.getText().equals("")

|| index\_field.getText().equals("")) {

IOAlert.setContentText("You must fill out the contract to continue");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (isNumeric(number\_field.getText())){

IOAlert.setContentText("Incorrect input for contract number - you must put a positive number");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (isNumeric(index\_field.getText()) || isCorrectIndex(index\_field.getText())){

IOAlert.setContentText("Incorrect input for index number - you must put a number in format XXXYYY");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (isNumeric(phone\_field.getText()) || isCorrectTINorPhone(phone\_field.getText())){

IOAlert.setContentText("Incorrect input for phone number - you must put a number with 10 symbols");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (!isNumberExist(Integer.valueOf(number\_field.getText()))){

IOAlert.setContentText("Incorrect input for CONTRACT NUMBER - CONTRACT with this number already exists");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (isNumeric(tin\_field.getText()) || isCorrectTINorPhone(tin\_field.getText())){

IOAlert.setContentText("Incorrect input for TIN - you must put a number with 10 symbols");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

return true;

}

/\*\*

\* Создает новый объект контракта на основе введенных данных.

\* @return новый объект контракта

\*/

private Contract createContractFromInput() {

DatePickerCellFactory enddate\_field = new DatePickerCellFactory(enddatepicker);

Contract contract = new Contract();

contract.setStartdate(startdate\_field.getValue());

contract.setEnddate(enddate\_field.getValue());

contract.setNumber(Integer.valueOf(number\_field.getText()));

return contract;

}

/\*\*

\* Создает новый объект компании на основе введенных данных.

\* @return новый объект компании

\*/

private Company createCompanyFromInput() {

Company company = new Company();

company.setName(name\_field.getText());

company.setAddress(capitalizeAfterDot(capitalize(city\_field.getText().toLowerCase())) + ", st." +

capitalize(street\_field.getText().toLowerCase()) + ", " +

building\_field.getText() +

", " + index\_field.getText());

company.setPhoneNumber(phone\_field.getText());

company.setTin(tin\_field.getText());

return company;

}

/\*\*

\* Делает первую букву строки прописной.

\* @return строку с большой буквы

\*/

private static String capitalize(String str)

{

if (str == null || str.length() == 0) {

return str;

}

return str.substring(0, 1).toUpperCase() + str.substring(1);

}

/\*\*

\* Делает букву после точки прописной.

\* @return строку с большой буквы после точки для проверки городов по типу St.Petersburg

\*/

private static String capitalizeAfterDot(String str) {

StringBuilder result = new StringBuilder();

boolean capitalizeNext = false;

for (int i = 0; i < str.length(); i++) {

char c = str.charAt(i);

if (capitalizeNext && Character.isLetter(c)) {

result.append(Character.toUpperCase(c));

capitalizeNext = false;

} else {

result.append(c);

}

if (c == '.') {

capitalizeNext = true;

}

}

return result.toString();

}

/\*\*

\* Выбор уже существующей компании.

\* Блокировка полей если компания выбрана

\*/

@FXML

private void getChoices() {

Company company = company\_choicebox.getValue();

if (!Objects.equals(company, null))

{

String[] parts = company.getAddress().replaceAll("\\s+","").split(",");

name\_field.setEditable(false);

name\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

name\_field.setText(company.getName());

city\_field.setEditable(false);

city\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

city\_field.setText(parts[0]);

street\_field.setEditable(false);

street\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

street\_field.setText(parts[1].substring(3));

building\_field.setEditable(false);

building\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

building\_field.setText(parts[2]);

index\_field.setEditable(false);

index\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

index\_field.setText(parts[3]);

phone\_field.setEditable(false);

phone\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

phone\_field.setText(company.getPhoneNumber());

tin\_field.setEditable(false);

tin\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

tin\_field.setText(company.getTin());

}

else

{

name\_field.setEditable(true);

name\_field.setStyle(null);

city\_field.setEditable(true);

city\_field.setStyle(null);

street\_field.setEditable(true);

street\_field.setStyle(null);

building\_field.setEditable(true);

building\_field.setStyle(null);

index\_field.setEditable(true);

index\_field.setStyle(null);

phone\_field.setEditable(true);

phone\_field.setStyle(null);

tin\_field.setEditable(true);

tin\_field.setStyle(null);

}

}

/\*\*

\* Проверка введенной строки на число.

\*/

private static boolean isNumeric(String str) {

try {

return Double.parseDouble(str) <= 0;

} catch(NumberFormatException e){

return true;

}

}

/\*\*

\* Проверка введеного почтового индекса на кол-во символов.

\*/

private static boolean isCorrectIndex(String str) {

try {

return str.length()!=6;

} catch(NumberFormatException e){

return true;

}

}

/\*\*

\* Проверка введеного ИНН на кол-во символов.

\*/

private static boolean isCorrectTINorPhone(String str) {

try {

return str.length()!=10;

} catch(NumberFormatException e){

return true;

}

}

/\*\*

\* Проверка что введеный номер контракта уже существует.

\*/

private boolean isNumberExist(Integer number){

for (Contract contracts : contractService.getContracts()){

if (Objects.equals(contracts.getNumber(), number))

return false;

}

return true;

}

/\*\*

\* Задержка закрытия окна добавления до нажатия клавишы сохранения.

\*/

private void delayWindowClose(ActionEvent event) {

PauseTransition delay = new PauseTransition(Duration.seconds(1));

delay.setOnFinished(event2 -> closeWindow(event));

delay.play();

}

/\*\*

\* Закрытия окна по кнопке.

\*/

@FXML

private void closeWindow(ActionEvent event) {

SceneController.close(event);

}

/\*\*

\* Инициализация.

\*/

@Override

public void initialize(URL url, ResourceBundle rb)

{

startdate\_field.setEditable(false);

startdate\_field.setShowWeekNumbers(false);

startdate\_field.setStyle("-fx-opacity: 0.9;");

startdate\_field.setValue(LocalDate.now());

ObservableList<Company> roomObservableList = FXCollections.observableArrayList(companyService.getCompanies());

roomObservableList.add(null);

company\_choicebox.getItems().addAll(roomObservableList);

}

}

AddProductController

package com.umler.warehouses.AddControllers;

import com.umler.warehouses.Controllers.SceneController;

import com.umler.warehouses.Helpers.DistinctObservableList;

import com.umler.warehouses.Helpers.UpdateStatus;

import com.umler.warehouses.Helpers.ComboBoxUtil;

import com.umler.warehouses.Model.Contract;

import com.umler.warehouses.Model.Product;

import com.umler.warehouses.Model.Shelf;

import com.umler.warehouses.Services.ContractService;

import com.umler.warehouses.Services.ProductService;

import com.umler.warehouses.Services.ShelfService;

import javafx.animation.PauseTransition;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.Initializable;

import javafx.scene.control.\*;

import javafx.util.Duration;

import java.net.URL;

import java.util.List;

import java.util.Objects;

import java.util.ResourceBundle;

public class AddProductController implements Initializable {

@FXML

public ChoiceBox<Contract> contract\_choicebox;

@FXML

public ChoiceBox<Shelf> shelf\_choicebox;

@FXML

public TextField quantity\_field;

@FXML

public TextField type\_field;

@FXML

public TextField name\_field;

@FXML

public ComboBox<Product> type\_comboBox;

@FXML

public ComboBox<Product> name\_comboBox;

ContractService contractService = new ContractService();

ProductService productService = new ProductService();

ShelfService shelfService = new ShelfService();

/\*\*

\* Сохраняет изменения в базе данных после добавления продукта.

\* Если данные введены корректно, то создается новый объект компании и контракта и происходит обновление базы данных.

\* Если данные введены некорректно, то выводится сообщение об ошибке.

\*/

@FXML

private void saveNewProductToDb(ActionEvent event){

if (validateInputs()) {

Product product = createProductFromInput();

boolean isSaved = new ProductService().createProduct(product);

if (isSaved) {

UpdateStatus.setIsProductAdded(true);

delayWindowClose(event);

}

}

}

/\*\*

\* Выбор названия продукта и блокировка изменения поля если выбран уже существующий тип.

\*/

@FXML

private void getChoicesName() {

Product product = name\_comboBox.getValue();

if (!Objects.equals(product, null))

{

name\_field.setEditable(false);

name\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

name\_field.setText(product.getName());

}

else

{

name\_field.setEditable(true);

name\_field.setStyle(null);

}

}

/\*\*

\* Выбор типа продукта и блокировка изменения поля если выбран уже существующий тип.

\*/

@FXML

private void getChoicesType() {

Product product = type\_comboBox.getValue();

if (!Objects.equals(product, null))

{

type\_field.setEditable(false);

type\_field.setStyle("-fx-opacity: 0.7; -fx-background-color: #eee");

type\_field.setText(product.getType());

}

else

{

type\_field.setEditable(true);

type\_field.setStyle(null);

}

}

/\*\*

\* Проверяет корректность введенных данных.

\* Если все поля заполнены корректно, возвращает true.

\* Если есть незаполненные поля или данные введены некорректно, выводит сообщение об ошибке и возвращает false.

\*/

private boolean validateInputs() {

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Input Error", ButtonType.OK);

if (name\_field.getText().equals("")

|| type\_field.getText().equals("")

|| quantity\_field.getText().equals("")

|| shelf\_choicebox.getValue() == null) {

IOAlert.setContentText("You must fill out the product to continue");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (contract\_choicebox.getValue() == null){

IOAlert.setContentText("You must add contract first to add products");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (isNumeric(quantity\_field.getText())){

IOAlert.setContentText("Incorrect input for product number - you must put a positive number");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if(!isShelfFree(shelf\_choicebox.getValue().getNumber(), Integer.parseInt(quantity\_field.getText())))

{

IOAlert.setContentText("Not enough space on the shelf to add new product!");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

return true;

}

/\*\*

\* Создает новый объект товара на основе введенных данных.

\* @return новый объект товара

\*/

private Product createProductFromInput() {

Product product = new Product();

product.setName(capitalize(name\_field.getText().toLowerCase()));

product.setType(capitalize(type\_field.getText().toLowerCase()));

product.setQuantity(Integer.valueOf(quantity\_field.getText()));

product.setShelf(shelf\_choicebox.getValue());

product.setContract(contract\_choicebox.getValue());

return product;

}

/\*\*

\* Делает первую букву строки прописной.

\* @return Строка с большой буквы

\*/

private static String capitalize(String str)

{

if (str == null || str.length() == 0) {

return str;

}

return str.substring(0, 1).toUpperCase() + str.substring(1);

}

/\*\*

\* Проверка стеллажа на вместимость добавляемого товара.

\* @return Заполненность стеллажа

\*/

private boolean isShelfFree(Integer number, Integer quantity){

Shelf shelf = shelfService.getShelf(number);

List<Product> products = shelf.getProductList();

Integer fullness = 0;

for (Product product : products) {

fullness += product.getQuantity();

}

return fullness + quantity <= shelf.getCapacity();

}

/\*\*

\* Проверка введенной строки на число.

\* @return true - число больше 0/false

\*/

private static boolean isNumeric(String str) {

try {

return Double.parseDouble(str) <= 0;

} catch(NumberFormatException e){

return true;

}

}

/\*\*

\* Задержка закрытия окна добавления до нажатия клавишы сохранения.

\*/

private void delayWindowClose(ActionEvent event) {

PauseTransition delay = new PauseTransition(Duration.seconds(1));

delay.setOnFinished(event2 -> closeWindow(event));

delay.play();

}

/\*\*

\* Закрытия окна по кнопке.

\*/

@FXML

private void closeWindow(ActionEvent event) {

SceneController.close(event);

}

/\*\*

\* Инициализация.

\*/

@Override

public void initialize(URL url, ResourceBundle rb)

{

ObservableList<Contract> contractObservableList = FXCollections.observableArrayList(contractService.getContracts());

ObservableList<Shelf> shelfObservableList = FXCollections.observableArrayList(shelfService.getShelves());

ObservableList<Product> productObservableList = FXCollections.observableArrayList(productService.getProducts());

DistinctObservableList<Product> distinctListNames = new DistinctObservableList<>(productObservableList);

distinctListNames.distinct(Product::getName);

DistinctObservableList<Product> distinctListTypes = new DistinctObservableList<>(productObservableList);

distinctListTypes.distinct(Product::getType);

name\_comboBox.getItems().addAll(distinctListNames.getFilteredList());

type\_comboBox.getItems().addAll(distinctListTypes.getFilteredList());

name\_comboBox.getItems().add(null);

type\_comboBox.getItems().add(null);

ComboBoxUtil.configureNameComboBox(name\_comboBox);

ComboBoxUtil.configureTypeComboBox(type\_comboBox);

contract\_choicebox.getItems().addAll(contractObservableList);

shelf\_choicebox.getItems().addAll(shelfObservableList);

}

}

AddRoomController

package com.umler.warehouses.AddControllers;

import com.umler.warehouses.Controllers.SceneController;

import com.umler.warehouses.Helpers.UpdateStatus;

import com.umler.warehouses.Model.Room;

import com.umler.warehouses.Services.RoomService;

import javafx.animation.PauseTransition;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.scene.control.Alert;

import javafx.scene.control.ButtonType;

import javafx.scene.control.TextField;

import javafx.util.Duration;

import java.util.Objects;

public class AddRoomController {

@FXML

public TextField number\_field;

@FXML

public TextField capacity\_field;

RoomService roomService = new RoomService();

/\*\*

\* Сохраняет изменения в базе данных после добавления комнаты.

\* Если данные введены корректно, то создается новый объект компании и контракта и происходит обновление базы данных.

\* Если данные введены некорректно, то выводится сообщение об ошибке.

\*/

@FXML

private void saveNewRoomToDb(ActionEvent event){

if (validateInputs()) {

Room room = createRoomFromInput();

boolean isSaved = new RoomService().createRoom(room);

if (isSaved) {

UpdateStatus.setIsRoomAdded(true);

delayWindowClose(event);

}

}

}

/\*\*

\* Проверяет корректность введенных данных.

\* Если все поля заполнены корректно, возвращает true.

\* Если есть незаполненные поля или данные введены некорректно, выводит сообщение об ошибке и возвращает false.

\*/

private boolean validateInputs() {

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Input Error", ButtonType.OK);

if (number\_field.getText().equals("")

|| capacity\_field.getText().equals("")) {

IOAlert.setContentText("You must fill out the room to continue");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (!isNumberExist(Integer.valueOf(number\_field.getText()))){

IOAlert.setContentText("Incorrect input for ROOM NUMBER - A ROOM with this number already exists");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (isNumeric(number\_field.getText())){

IOAlert.setContentText("Incorrect input for room number - you must put a positive number");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (isNumeric(capacity\_field.getText())){

IOAlert.setContentText("Incorrect input for capacity - you must put a positive number");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

return true;

}

/\*\*

\* Проверка что введеный номер помещения уже существует.

\*/

private boolean isNumberExist(Integer number){

for (Room rooms : roomService.getRooms()){

if (Objects.equals(rooms.getNumber(), number))

return false;

}

return true;

}

/\*\*

\* Создает новый объект помещения на основе введенных данных.

\* @return новый объект помещения

\*/

private Room createRoomFromInput() {

Room room = new Room();

room.setNumber(Integer.valueOf(number\_field.getText()));

room.setCapacity(Integer.valueOf(capacity\_field.getText()));

return room;

}

/\*\*

\* Проверка введенной строки на число.

\* @return true - число больше 0/false

\*/

private boolean isNumeric(String str) {

try {

return Double.parseDouble(str) <= 0;

} catch(NumberFormatException e){

return true;

}

}

/\*\*

\* Задержка закрытия окна добавления до нажатия клавишы сохранения.

\*/

private void delayWindowClose(ActionEvent event) {

PauseTransition delay = new PauseTransition(Duration.seconds(1));

delay.setOnFinished(event2 -> closeWindow(event));

delay.play();

}

/\*\*

\* Закрытия окна по кнопке.

\*/

@FXML

private void closeWindow(ActionEvent event) {

SceneController.close(event);

}

}

AddShelfController

package com.umler.warehouses.AddControllers;

import com.umler.warehouses.Controllers.SceneController;

import com.umler.warehouses.Helpers.UpdateStatus;

import com.umler.warehouses.Model.Shelf;

import com.umler.warehouses.Model.Room;

import com.umler.warehouses.Services.ShelfService;

import com.umler.warehouses.Services.RoomService;

import javafx.animation.PauseTransition;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.Initializable;

import javafx.scene.control.Alert;

import javafx.scene.control.ButtonType;

import javafx.scene.control.ChoiceBox;

import javafx.scene.control.TextField;

import javafx.util.Duration;

import java.net.URL;

import java.util.List;

import java.util.Objects;

import java.util.ResourceBundle;

public class AddShelfController implements Initializable {

@FXML

public TextField number\_field;

@FXML

public TextField capacity\_field;

@FXML

public ChoiceBox<Room> room\_choicebox;

RoomService roomService = new RoomService();

ShelfService shelfService = new ShelfService();

/\*\*

\* Сохраняет изменения в базе данных после добавления стеллажа.

\* Если данные введены корректно, то создается новый объект компании и контракта и происходит обновление базы данных.

\* Если данные введены некорректно, то выводится сообщение об ошибке.

\*/

@FXML

private void saveNewShelfToDb(ActionEvent event){

if (validateInputs()) {

Shelf shelf = createShelfFromInput();

boolean isSaved = new ShelfService().createShelf(shelf);

if (isSaved) {

UpdateStatus.setIsShelfAdded(true);

delayWindowClose(event);

}

}

}

/\*\*

\* Проверяет корректность введенных данных.

\* Если все поля заполнены корректно, возвращает true.

\* Если есть незаполненные поля или данные введены некорректно, выводит сообщение об ошибке и возвращает false.

\*/

private boolean validateInputs() {

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Input Error", ButtonType.OK);

if (number\_field.getText().equals("")

|| capacity\_field.getText().equals("")

|| room\_choicebox.getValue() == null) {

IOAlert.setContentText("You must fill out the shelf to continue");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (!isNumberExist(Integer.valueOf(number\_field.getText()))){

IOAlert.setContentText("Incorrect input for SHELF NUMBER - SHELF with this number already exists");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if (isNumeric(number\_field.getText())){

IOAlert.setContentText("Incorrect input for shelf number - you must put a positive number");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

if(!isRoomFree(room\_choicebox.getValue().getNumber()))

{

IOAlert.setContentText("Not enough space in room to add new shelf!");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

return false;

}

return true;

}

/\*\*

\* Создает новый объект стеллажа на основе введенных данных.

\* @return новый объект стеллажа

\*/

private Shelf createShelfFromInput() {

Shelf shelf = new Shelf();

shelf.setNumber(Integer.valueOf(number\_field.getText().toLowerCase()));

shelf.setCapacity(Integer.valueOf(capacity\_field.getText().toLowerCase()));

shelf.setRoom(room\_choicebox.getValue());

return shelf;

}

/\*\*

\* Проверка что введеный номер стеллажа уже существует.

\*/

private boolean isNumberExist(Integer number){

for (Shelf shelf : shelfService.getShelves()){

if (Objects.equals(shelf.getNumber(), number))

return false;

}

return true;

}

/\*\*

\* Проверка помещения на возможность добавления нового стеллажа.

\* @return Заполненность помещения

\*/

private boolean isRoomFree(Integer number){

Room room = roomService.getRoom(number);

List<Shelf> shelves = room.getShelvesList();

return shelves.size() + 1 <= room.getCapacity();

}

/\*\*

\* Проверка введенной строки на число.

\* @return true - число больше 0/false

\*/

private boolean isNumeric(String str) {

try {

return Double.parseDouble(str) <= 0;

} catch(NumberFormatException e){

return true;

}

}

/\*\*

\* Задержка закрытия окна добавления до нажатия клавишы сохранения.

\*/

private void delayWindowClose(ActionEvent event) {

PauseTransition delay = new PauseTransition(Duration.seconds(1));

delay.setOnFinished(event2 -> closeWindow(event));

delay.play();

}

/\*\*

\* Закрытия окна по кнопке.

\*/

@FXML

private void closeWindow(ActionEvent event) {

SceneController.close(event);

}

/\*\*

\* Инициализация.

\*/

@Override

public void initialize(URL url, ResourceBundle rb)

{

ObservableList<Room> roomObservableList = FXCollections.observableArrayList(roomService.getRooms());

room\_choicebox.getItems().addAll(roomObservableList);

}

}

AppClass

package com.umler.warehouses.AppClasses;  
  
import com.umler.warehouses.Helpers.HibernateUtil;  
import com.umler.warehouses.Model.\*;  
import org.hibernate.Session;  
import org.hibernate.Transaction;  
  
import java.time.LocalDate;  
  
  
public class AppClass {  
 public static void main(String[] args){  
  
 Session session = HibernateUtil.getSessionFactory().openSession();  
 Transaction transaction = session.beginTransaction();  
  
 Contract contract = new Contract();  
 contract.setStartdate(LocalDate.of(2015,12,1));  
 contract.setEnddate(LocalDate.of(2025,12,1));  
 contract.setNumber(231);  
  
 Company company = new Company();  
  
 company.setAddress("St.Petersburg, " + "st.Popova, " + "5, " + "194000");  
 company.setName("LETI");  
 company.setPhoneNumber("9959895421");  
 company.setTin("1234567891");  
  
 Room room = new Room();  
 room.setNumber(1);  
 room.setCapacity(100);  
  
 Shelf shelf = new Shelf();  
 shelf.setNumber(1);  
 shelf.setCapacity(200);  
 shelf.setRoom(room);  
  
 Product product = new Product();  
 product.setName("DDDD");  
 product.setType("dsadasddas");  
  
 product.setShelf(shelf);  
 product.setContract(contract);  
  
 contract.setCompany(company);  
 shelf.setRoom(room);  
  
  
 session.save(company);  
 session.save(contract);  
 session.save(room);  
 session.save(shelf);  
 session.save(product);  
  
 transaction.commit();  
 System.exit(0);  
 }  
  
}

CompaniesController

package com.umler.warehouses.Controllers;

import java.awt.\*;

import java.io.\*;

import com.itextpdf.text.\*;

import com.itextpdf.text.Font;

import com.itextpdf.text.pdf.PdfPCell;

import com.itextpdf.text.pdf.PdfPTable;

import com.itextpdf.text.pdf.PdfWriter;

import com.umler.warehouses.Helpers.CurrentUser;

import com.umler.warehouses.Model.\*;

import com.umler.warehouses.Services.CompanyService;

import com.umler.warehouses.Services.WarehouseService;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.collections.transformation.FilteredList;

import javafx.collections.transformation.SortedList;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.Initializable;

import javafx.scene.control.\*;

import javafx.scene.control.Button;

import javafx.scene.control.Label;

import javafx.scene.control.TextField;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.control.cell.TextFieldTableCell;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.net.URL;

import java.util.Objects;

import java.util.ResourceBundle;

/\*\*

\* Контроллер для таблицы компаний.

\* @author Umler

\*/

public class CompaniesController implements Initializable

{

@FXML

public Button exit\_btn;

@FXML

public Button wrap\_btn;

@FXML

public Hyperlink current\_user;

@FXML

public Label search\_invalid\_label1;

@FXML

public Button refresh\_btn;

@FXML

private ChoiceBox<String> choice\_box;

@FXML

private TableColumn<Company, String> name\_column;

@FXML

private TableColumn<Company, String> address\_column;

@FXML

private TableColumn<Company, String> phone\_column;

@FXML

private TableColumn<Company, String> tin\_column;

@FXML

private TableView<Company> table;

@FXML

private TextField search;

@FXML

public Label fullness\_label;

WarehouseService warehouseService = new WarehouseService();

ObservableList<Company> CompanyList = FXCollections.observableArrayList();

CompanyService companyService = new CompanyService();

private static final Logger logger = LoggerFactory.getLogger("Warehouse Logger");

/\*\*

\* Мое исключение для записи в PDF файл

\*/

static class MyPDFException extends Exception

{

public MyPDFException()

{

super("There is nothing to save");

}

}

/\*\*

\* Мое исключение для записи в удаления строк таблицы

\*/

static class myDeleteException extends Exception

{

public myDeleteException()

{

super("Choose a row to delete");

}

}

private final String[] choices = {"Companies","Contracts","Products","Rooms/Shelves"};

/\*\*

\* Обработчик события выбора значения в выпадающем списке.

\* Получает выбранное значение и вызывает соответствующий метод в классе SceneController для отображения соответствующей сцены.

\* @param event событие выбора значения в выпадающем списке

\* @throws IOException если возникает ошибка ввода-вывода при отображении сцены

\*/

@FXML

private void getChoices(ActionEvent event) throws IOException {

logger.info("Choice box action");

String choice = choice\_box.getValue();

if (Objects.equals(choice, "Contracts"))

{

logger.info("Choice box Contracts selected");

SceneController.getContractsScene(event);

}

if (Objects.equals(choice, "Products"))

{

logger.info("Choice box Managers selected");

SceneController.getProductsScene(event);

}

if (Objects.equals(choice, "Rooms/Shelves"))

{

logger.info("Choice box Managers selected");

SceneController.getRoomsShelvesScene(event);

}

}

/\*\*

\* Устанавливает список компаний.

\* Добавляет в список компании из БД.

\*/

private void setCompanyList() {

CompanyList.clear();

CompanyList.addAll(companyService.getCompanies());

}

/\*\*

\* Метод для получения отфильтрованного и отсортированного списка отчетов.

\* Создает новый отфильтрованный список на основе исходного списка компании, используя фильтр из searchField.

\* Затем создает новый отсортированный список на основе отфильтрованного списка и связывает его с компаратором таблицы.

\* @return Отсортированный список компании.

\*/

private ObservableList<Company> getSortedList() {

SortedList<Company> sortedList = new SortedList<>(getFilteredList());

sortedList.comparatorProperty().bind(table.comparatorProperty());

return sortedList;

}

/\*\*

\* Метод для получения отфильтрованного списка компаний на основе заданного текстового фильтра.

\* Создает новый отфильтрованный список на основе исходного списка компаний, используя заданный текстовый фильтр.

\* Фильтр применяется к полям "Название компании", "Адресс компании", "Номер телефона компании", "ИНН" каждой компании.

\* @return Отфильтрованный список компаний.

\*/

private FilteredList<Company> getFilteredList() {

FilteredList<Company> filteredList = new FilteredList<>(CompanyList, b -> true);

search.textProperty().addListener((observable, oldValue, newValue) ->

filteredList.setPredicate(company -> {

if (newValue == null || newValue.isEmpty()) {

return true;

}

String lowerCaseFilter = newValue.toLowerCase();

if (company.getName().toLowerCase().contains(lowerCaseFilter)) {

return true;

} else if (company.getAddress().toLowerCase().contains(lowerCaseFilter)) {

return true;

} else if (company.getPhoneNumber().toLowerCase().contains(lowerCaseFilter)) {

return true;

} else return company.getTin().toLowerCase().contains(lowerCaseFilter);

}));

return filteredList;

}

/\*\*

\* Обработчик события удаления выбранных компаний из таблицы.

\* Удаляет выбранные компании из таблицы.

\* Если ни одна компания не выбрана, выбрасывает исключение myDeleteException.

\* После удаления компаний обновляет экран.

\* @param event Событие удаления компаний.

\*/

@FXML

private void delete(ActionEvent event)

{

try {

logger.debug("deleting a worker");

deleteRows(event);

logger.info("worker deleted");

}

catch (myDeleteException | IOException myEx){

logger.error("MyDeleteException " + myEx);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, myEx.getMessage(), ButtonType.OK);

IOAlert.setContentText(myEx.getMessage());

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события удаления выбранных компаний из таблицы.

\* Удаляет выбранные компании из таблицы.

\* Если ни одна компания не выбрана, выбрасывает исключение myDeleteException.

\* После удаления компаний обновляет экран.

\* @param event Событие удаления компаний.

\* @throws myDeleteException Если ни одна компания не выбрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

private void deleteRows(ActionEvent event) throws myDeleteException, IOException {

int selectedID = table.getSelectionModel().getSelectedIndex();

if (selectedID == -1) throw new myDeleteException();

else {

ObservableList<Company> selectedRows = table.getSelectionModel().getSelectedItems();

for (Company company : selectedRows) {

companyService.deleteCompany(company);

}

refreshScreen(event);

}

}

/\*\*

\* Обработчик события сохранения списка компаний в файл.

\* Сохраняет список компаний в файл "saves/save\_company.csv".

\* Если произошла ошибка ввода-вывода при сохранении, выбрасывает исключение IOException.

\* После сохранения открывает папку "saves".

\*/

@FXML

private void save()

{

try

{

logger.debug("saving to file");

BufferedWriter writer = new BufferedWriter(new FileWriter("saves/save\_company.csv"));

for(Company companies : CompanyList)

{

writer.write(companies.getName() + ";" + companies.getAddress() + ";"

+ companies.getPhoneNumber() + ";"

+ companies.getTin());

writer.newLine();

}

writer.close();

Desktop.getDesktop().open(new File("saves"));

logger.info("saved to file");

}

catch (IOException e)

{

logger.warn("Exception " + e);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Error!", ButtonType.OK);

IOAlert.setContentText("Error");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события изменения названия компании в таблице.

\* @param editEvent Событие изменения названия компании в таблице.

\*/

@FXML

private void editName(TableColumn.CellEditEvent<Company, String> editEvent)

{

Company selectedCompany = table.getSelectionModel().getSelectedItem();

selectedCompany.setName(editEvent.getNewValue());

companyService.updateCompany(selectedCompany);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения адресса компании в таблице.

\* @param editEvent Событие изменения адресса компании в таблице.

\*/

@FXML

private void editAddress(TableColumn.CellEditEvent<Company, String> editEvent)

{

Company selectedCompany = table.getSelectionModel().getSelectedItem();

selectedCompany.setAddress(editEvent.getNewValue());

companyService.updateCompany(selectedCompany);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения телефона компании в таблице.

\* @param editEvent Событие изменения телефона компании в таблице.

\*/

@FXML

private void editPhone(TableColumn.CellEditEvent<Company, String> editEvent)

{

Company selectedCompany = table.getSelectionModel().getSelectedItem();

if(editEvent.getNewValue().length() == 10 && editEvent.getNewValue().matches("\\d+"))

{

selectedCompany.setPhoneNumber(editEvent.getNewValue());

companyService.updateCompany(selectedCompany);

}

else

{

logger.warn("Editing failing");

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "EditException", ButtonType.OK);

IOAlert.setContentText("You must input number witch length 10");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

table.refresh();

}

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения ИНН компании в таблице.

\* @param editEvent Событие изменения ИНН компании в таблице.

\*/

@FXML

private void editTIN(TableColumn.CellEditEvent<Company, String> editEvent)

{

Company selectedCompany = table.getSelectionModel().getSelectedItem();

if(editEvent.getNewValue().length() == 10 && editEvent.getNewValue().matches("\\d+"))

{

selectedCompany.setTin(editEvent.getNewValue());

companyService.updateCompany(selectedCompany);

}

else

{

logger.warn("Editing failing");

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "EditException", ButtonType.OK);

IOAlert.setContentText("You must input number witch length 10");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

table.refresh();

}

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события нажатия на кнопку сохранения таблицы компаний в PDF файл.

\* Сохраняет данные из таблицы в файл "pdf/report\_companies.pdf".

\* Если список компаний пуст, выбрасывает исключение MyPDFException.

\* Если возникает ошибка ввода-вывода, выводит сообщение об ошибке.

\*/

@FXML

private void toPDF(ActionEvent event) throws IOException {

try {

// log.debug("Saving to PDF");

Document my\_pdf\_report = new Document();

PdfWriter.getInstance(my\_pdf\_report, new FileOutputStream("report\_companies.pdf"));

my\_pdf\_report.open();

PdfPTable my\_report\_table = new PdfPTable(4);

PdfPCell table\_cell;

my\_report\_table.setHeaderRows(1);

my\_report\_table.addCell(new PdfPCell(new Phrase("Name", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("Address", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("Phone", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("TIN", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

if (CompanyList.isEmpty()) throw new MyPDFException();

for(Company companies : CompanyList)

{

table\_cell=new PdfPCell(new Phrase(companies.getName()));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(companies.getAddress()));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(companies.getPhoneNumber()));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(companies.getTin()));

my\_report\_table.addCell(table\_cell);

}

my\_pdf\_report.add(my\_report\_table);

my\_pdf\_report.close();

// log.info("Saved to PDF");

}

catch (FileNotFoundException | DocumentException | MyPDFException e)

{

// log.warn("Exception " + e);

e.printStackTrace();

}

refreshScreen(event);

}

/\*\*

\* Выход из окна программы.

\*/

public void ExitMainWindow() {

logger.debug("Closing main window");

exit\_btn.setOnAction(SceneController::close);

}

/\*\*

\* Сворачивание окна программы.

\*/

public void WrapMainWindow() {

logger.debug("Wrapping main window");

wrap\_btn.setOnAction(SceneController::wrap);

}

/\*\*

\* Обработчик события обновления экрана.

\* Вызывает метод SceneController для отображения сцены с компаниями.

\* @param event Событие обновления экрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void refreshScreen(ActionEvent event) throws IOException {

SceneController.getCompaniesScene(event);

}

/\*\*

\* Обработчик события смены экрана.

\* Вызывает метод SceneController для отображения сцены с авторизацией.

\* @param event Событие обновления экрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void changeUser(ActionEvent event) throws IOException {

SceneController.getLoginScene(event);

}

/\*\*

\* Инициализация.

\*/

@Override

public void initialize(URL url, ResourceBundle rb)

{

warehouseService.getFullnessOfWarehouse();

fullness\_label.setText("Fullness: " + warehouseService.getFullnessOfWarehouse() + "%");

current\_user.setVisited(true);

current\_user.setText("User: " + CurrentUser.getCurrentUser().getName() + " / Change");

table.getSelectionModel().setSelectionMode(SelectionMode.MULTIPLE);

choice\_box.setValue("Companies");

choice\_box.getItems().addAll(choices);

setCompanyList();

name\_column.setCellValueFactory(new PropertyValueFactory<>("name"));

address\_column.setCellValueFactory(new PropertyValueFactory<>("address"));

phone\_column.setCellValueFactory(new PropertyValueFactory<>("phoneNumber"));

tin\_column.setCellValueFactory(new PropertyValueFactory<>("tin"));

table.setEditable(true);

name\_column.setCellFactory(TextFieldTableCell.forTableColumn());

address\_column.setCellFactory(TextFieldTableCell.forTableColumn());

phone\_column.setCellFactory(TextFieldTableCell.forTableColumn());

tin\_column.setCellFactory(TextFieldTableCell.forTableColumn());

table.setItems(getSortedList());

}

}

ContractsController

package com.umler.warehouses.Controllers;

import com.itextpdf.text.Font;

import com.itextpdf.text.\*;

import com.itextpdf.text.pdf.PdfPCell;

import com.itextpdf.text.pdf.PdfPTable;

import com.itextpdf.text.pdf.PdfWriter;

import com.umler.warehouses.Converters.CustomIntegerStringConverter;

import com.umler.warehouses.Helpers.\*;

import com.umler.warehouses.Model.Company;

import com.umler.warehouses.Model.Contract;

import com.umler.warehouses.Services.CompanyService;

import com.umler.warehouses.Services.ContractService;

import com.umler.warehouses.Services.WarehouseService;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.collections.transformation.FilteredList;

import javafx.collections.transformation.SortedList;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.Initializable;

import javafx.scene.control.Button;

import javafx.scene.control.Label;

import javafx.scene.control.TextField;

import javafx.scene.control.\*;

import javafx.scene.control.cell.ChoiceBoxTableCell;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.control.cell.TextFieldTableCell;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.awt.\*;

import java.io.\*;

import java.net.URL;

import java.time.LocalDate;

import java.util.Objects;

import java.util.ResourceBundle;

/\*\*

\* Контроллер для таблицы контрактов.

\* @author Umler

\*/

public class ContractsController implements Initializable

{

@FXML

public Button exit\_btn;

@FXML

public Button wrap\_btn;

@FXML

public Hyperlink current\_user;

@FXML

public Label search\_invalid\_label1;

@FXML

public Button refresh\_btn;

@FXML

public Label fullness\_label;

@FXML

private ChoiceBox<String> choice\_box;

@FXML

private TableColumn<Contract, LocalDate> startdate\_column;

@FXML

private TableColumn<Contract, LocalDate> enddate\_column;

@FXML

private TableColumn<Contract, Integer> number\_column;

@FXML

private TableColumn<Contract, Company> company\_column;

@FXML

private TableView<Contract> table;

@FXML

private TextField search;

ObservableList<Contract> ContractList = FXCollections.observableArrayList();

ContractService contractService = new ContractService();

CompanyService companyService = new CompanyService();

WarehouseService warehouseService = new WarehouseService();

private static final Logger logger = LoggerFactory.getLogger("Contracts Logger");

/\*\*

\* Мое исключение для записи в PDF файл

\*/

static class MyPDFException extends Exception

{

public MyPDFException()

{

super("There is nothing to save");

}

}

/\*\*

\* Мое исключение для записи в удаления строк таблицы

\*/

static class myDeleteException extends Exception

{

public myDeleteException()

{

super("Choose a row to delete");

}

}

private final String[] choices = {"Contracts","Companies", "Products", "Rooms/Shelves"};

/\*\*

\* Обработчик события выбора значения в выпадающем списке.

\* Получает выбранное значение и вызывает соответствующий метод в классе SceneController для отображения соответствующей сцены.

\* @param event событие выбора значения в выпадающем списке

\* @throws IOException если возникает ошибка ввода-вывода при отображении сцены

\*/

@FXML

private void getChoices(ActionEvent event) throws IOException {

logger.info("Choice box action");

String choice = choice\_box.getValue();

if (Objects.equals(choice, "Companies"))

{

logger.info("Choice box Companies selected");

SceneController.getCompaniesScene(event);

}

if (Objects.equals(choice, "Products"))

{

logger.info("Choice box Products selected");

SceneController.getProductsScene(event);

}

if (Objects.equals(choice, "Rooms/Shelves"))

{

logger.info("Choice box RoomsShelves selected");

SceneController.getRoomsShelvesScene(event);

}

}

/\*\*

\* Обработчик события добавления нового контракта.

\* Вызывает метод NewWindowController для отображения окна добавления нового контракта.

\* Если контракт был успешно добавлен, обновляет экран с контрактами.

\* @param event Событие добавления нового контракта.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void add(ActionEvent event) throws IOException {

logger.debug("adding a contract");

NewWindowController.getNewContractCompanyWindow();

if(UpdateStatus.isIsContractCompanyAdded()) {

refreshScreen(event);

UpdateStatus.setIsContractCompanyAdded(false);

}

logger.info("contract added");

}

/\*\*

\* Устанавливает список контрактов.

\* Добавляет список контрактов из БД.

\*/

private void setContractList() {

logger.info("Contract list get from DB");

ContractList.clear();

ContractList.addAll(contractService.getContracts());

}

/\*\*

\* Метод для получения отфильтрованного и отсортированного списка контрактов.

\* Создает новый отфильтрованный список на основе исходного списка контрактов, используя фильтр из searchField.

\* Затем создает новый отсортированный список на основе отфильтрованного списка и связывает его с компаратором таблицы.

\* @return Отсортированный список контрактов.

\*/

private ObservableList<Contract> getSortedList() {

logger.info("ObservableList get");

SortedList<Contract> sortedList = new SortedList<>(getFilteredList());

sortedList.comparatorProperty().bind(table.comparatorProperty());

return sortedList;

}

/\*\*

\* Метод для получения отфильтрованного списка контрактов на основе заданного текстового фильтра.

\* Создает новый отфильтрованный список на основе исходного списка контрактов, используя заданный текстовый фильтр.

\* Фильтр применяется к полям "Дата подписания", "Дата оканчания", "Номер контракта", "Компания, с которой заключен договор" каждого контракта.

\* @return Отфильтрованный список контрактов.

\*/

private FilteredList<Contract> getFilteredList() {

logger.info("Filtering list with search");

FilteredList<Contract> filteredList = new FilteredList<>(ContractList, b -> true);

search.textProperty().addListener((observable, oldValue, newValue) ->

filteredList.setPredicate(contract -> {

if (newValue == null || newValue.isEmpty()) {

return true;

}

String lowerCaseFilter = newValue.toLowerCase();

if (date\_converter(contract.getStartdate().toString()).toLowerCase().contains(lowerCaseFilter)) {

return true;

} else if (date\_converter(contract.getEnddate().toString()).toLowerCase().contains(lowerCaseFilter)) {

return true;

} else if (String.valueOf(contract.getNumber()).toLowerCase().contains(lowerCaseFilter)) {

return true;

} else return contract.getCompany().getName().toLowerCase().contains(lowerCaseFilter);

}));

return filteredList;

}

/\*\*

\* Конвертация даты для поиска в Российском формте dd.MM.yyyy.

\*/

private String date\_converter(String temp){

logger.info("Date converting for the search in Russian style");

String[] temp2 = temp.split("-");

return temp2[2] + '.' + temp2[1] + '.' + temp2[0];

}

/\*\*

\* Обработчик события удаления выбранных контрактов из таблицы.

\* Удаляет выбранные контракты из таблицы.

\* Если ни один контракт не выбран, выбрасывает исключение myDeleteException.

\* После удаления контрактов обновляет экран.

\* @param event Событие удаления контрактов.

\*/

@FXML

private void delete(ActionEvent event)

{

try {

logger.debug("deleting a contract");

deleteRows(event);

logger.info("contract deleted");

}

catch (myDeleteException | IOException myEx){

logger.error("MyDeleteException " + myEx);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, myEx.getMessage(), ButtonType.OK);

IOAlert.setContentText(myEx.getMessage());

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события удаления выбранных контрактов из таблицы.

\* Удаляет выбранные контракты из таблицы.

\* Если ни один контракт не выбран, выбрасывает исключение myDeleteException.

\* После удаления контрактов обновляет экран.

\* @param event Событие удаления контрактов.

\* @throws ContractsController.myDeleteException Если ни один контракт не выбрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

private void deleteRows(ActionEvent event) throws myDeleteException, IOException {

logger.info("Deleting rows");

int selectedID = table.getSelectionModel().getSelectedIndex();

if (selectedID == -1) throw new myDeleteException();

else {

ObservableList<Contract> selectedRows = table.getSelectionModel().getSelectedItems();

for (Contract contract : selectedRows) {

contractService.deleteContract(contract);

}

refreshScreen(event);

}

}

/\*\*

\* Обработчик события сохранения списка контрактов в файл.

\* Сохраняет список контрактов в файл "saves/save\_contract.csv".

\* Если произошла ошибка ввода-вывода при сохранении, выбрасывает исключение IOException.

\* После сохранения открывает папку "saves".

\*/

@FXML

private void save()

{

try

{

logger.debug("saving to file");

BufferedWriter writer = new BufferedWriter(new FileWriter("saves/save\_contract.csv"));

for(Contract companies : ContractList)

{

writer.write(companies.getStartdate() + ";" + companies.getEnddate() + ";"

+ companies.getNumber() + ";" + companies.getCompany().getName());

writer.newLine();

}

writer.close();

Desktop.getDesktop().open(new File("saves"));

logger.info("saved to file");

}

catch (IOException e)

{

logger.warn("Exception " + e);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Error!", ButtonType.OK);

IOAlert.setContentText("Error");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события изменения даты подписания контракта в таблице.

\* @param editEvent Событие изменения даты подписания компании в таблице.

\*/

@FXML

private void editStartDate(TableColumn.CellEditEvent<Contract, LocalDate> editEvent) {

Contract selectedContract = table.getSelectionModel().getSelectedItem();

System.out.println(editEvent.getNewValue());

selectedContract.setStartdate(editEvent.getNewValue());

contractService.updateContract(selectedContract);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения даты окончания контракта в таблице.

\* @param editEvent Событие изменения даты окончания компании в таблице.

\*/

@FXML

private void editEndDate(TableColumn.CellEditEvent<Contract, LocalDate> editEvent)

{

Contract selectedContract = table.getSelectionModel().getSelectedItem();

selectedContract.setEnddate(editEvent.getNewValue());

contractService.updateContract(selectedContract);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения номера контракта в таблице.

\* @param editEvent Событие изменения ИНН компании в таблице.

\*/

@FXML

private void editNumber(TableColumn.CellEditEvent<Contract, Integer> editEvent)

{

Contract selectedContract = table.getSelectionModel().getSelectedItem();

selectedContract.setNumber(editEvent.getNewValue());

contractService.updateContract(selectedContract);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения компании привязанной к контракту в таблице.

\* @param editEvent Событие изменения компании привязанной к контракту в таблице.

\*/

@FXML

private void editCompany(TableColumn.CellEditEvent<Contract, Company> editEvent)

{

Contract selectedContract = table.getSelectionModel().getSelectedItem();

Company company = editEvent.getNewValue();

selectedContract.setCompany(company);

contractService.updateContract(selectedContract);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события нажатия на кнопку сохранения таблицы контрактов в PDF файл.

\* Сохраняет данные из таблицы в файл "pdf/report\_contracts.pdf".

\* Если список контрактов пуст, выбрасывает исключение MyPDFException.

\* Если возникает ошибка ввода-вывода, выводит сообщение об ошибке.

\*/

@FXML

private void toPDF(ActionEvent event) throws IOException {

try {

logger.debug("Saving to PDF");

Document my\_pdf\_report = new Document();

PdfWriter.getInstance(my\_pdf\_report, new FileOutputStream("report\_contracts.pdf"));

my\_pdf\_report.open();

PdfPTable my\_report\_table = new PdfPTable(4);

PdfPCell table\_cell;

my\_report\_table.setHeaderRows(1);

my\_report\_table.addCell(new PdfPCell(new Phrase("StartDate", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("EndDate", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("Number", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("Company", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

if (ContractList.isEmpty()) throw new MyPDFException();

for(Contract contracts : ContractList)

{

table\_cell=new PdfPCell(new Phrase(String.valueOf(contracts.getStartdate())));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(String.valueOf(contracts.getEnddate())));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(String.valueOf(contracts.getNumber())));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(contracts.getCompany().getName()));

my\_report\_table.addCell(table\_cell);

}

my\_pdf\_report.add(my\_report\_table);

my\_pdf\_report.close();

logger.info("Saved to PDF");

}

catch (FileNotFoundException | DocumentException | MyPDFException e)

{

logger.warn("Exception " + e);

e.printStackTrace();

}

refreshScreen(event);

}

/\*\*

\* Выход из окна программы.

\*/

public void ExitMainWindow() {

logger.debug("Closing main window");

exit\_btn.setOnAction(SceneController::close);

}

/\*\*

\* Сворачивание окна программы.

\*/

public void WrapMainWindow() {

logger.debug("Wrapping main window");

wrap\_btn.setOnAction(SceneController::wrap);

}

/\*\*

\* Обработчик события обновления экрана.

\* Вызывает метод SceneController для отображения сцены с контрактами.

\* @param event Событие обновления экрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void refreshScreen(ActionEvent event) throws IOException {

logger.info("Refreshing screen");

SceneController.getContractsScene(event);

}

/\*\*

\* Обработчик события смены экрана.

\* Вызывает метод SceneController для отображения сцены с авторизацией.

\* @param event Событие обновления экрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void changeUser(ActionEvent event) throws IOException {

logger.info("Changing user");

SceneController.getLoginScene(event);

}

/\*\*

\* Инициализация.

\*/

@Override

public void initialize(URL url, ResourceBundle rb)

{

logger.info("Contract initializing");

logger.debug("Fullness getting");

warehouseService.getFullnessOfWarehouse();

fullness\_label.setText("Fullness: " + warehouseService.getFullnessOfWarehouse() + "%");

logger.debug("Current user getting");

current\_user.setVisited(true);

current\_user.setText("User: " + CurrentUser.getCurrentUser().getName() + " / Change");

table.getSelectionModel().setSelectionMode(SelectionMode.MULTIPLE);

logger.debug("Contract getting");

choice\_box.setValue("Contracts");

choice\_box.getItems().addAll(choices);

setContractList();

logger.debug("CellValueFactory setting");

startdate\_column.setCellValueFactory(new PropertyValueFactory<>("startdate"));

enddate\_column.setCellValueFactory(new PropertyValueFactory<>("enddate"));

number\_column.setCellValueFactory(new PropertyValueFactory<>("number"));

company\_column.setCellValueFactory(new PropertyValueFactory<>("company"));

logger.debug("Company list setting");

ObservableList<Company> companiesObservableList = FXCollections.observableArrayList(companyService.getCompanies());

logger.debug("Editable table setting");

table.setEditable(true);

logger.debug("CellFactory setting");

startdate\_column.setCellFactory(new LocalStartDateCellFactory());

enddate\_column.setCellFactory(new LocalEndDateCellFactory());

number\_column.setCellFactory(TextFieldTableCell.forTableColumn(new CustomIntegerStringConverter()));

company\_column.setCellFactory(ChoiceBoxTableCell.forTableColumn(companiesObservableList));

logger.info("Table setting items");

table.setItems(getSortedList());

}

}

LoginController

package com.umler.warehouses.Controllers;

import java.io.IOException;

import java.net.URL;

import java.util.ResourceBundle;

import com.umler.warehouses.Helpers.CurrentUser;

import com.umler.warehouses.Model.User;

import com.umler.warehouses.Services.UserService;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.Initializable;

import javafx.scene.control.Button;

import javafx.scene.control.Label;

import javafx.scene.control.TextField;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

/\*\*

\* Контроллер для таблицы пользователей.

\* @author Umler

\*/

public class LoginController implements Initializable {

public Button LoginButton;

public Button exit\_btn;

public Button wrap\_btn;

@FXML

private Label invalid\_label;

@FXML

private TextField username\_box;

@FXML

private TextField password\_box;

UserService userService = new UserService();

private static final Logger logger = LoggerFactory.getLogger("LoginScene Logger");

/\*\*

\* Обработчик события открытия главного интерфейса программы.

\* Получает выбранное значение и вызывает соответствующий метод в классе SceneController для отображения соответствующей сцены.

\* @param event событие открытия главного интерфейса программы.

\* @throws IOException если возникает ошибка ввода-вывода при отображении сцены.

\*/

@FXML

void showVisitScreen(ActionEvent event) throws IOException {

if (validateLogin())

{

SceneController.getContractsScene(event);

}

else

{

logger.warn("Invalid credentials");

username\_box.clear();

password\_box.clear();

invalid\_label.setText("Invalid credentials");

}

}

/\*\*

\* Проверяет корректность введенных данных.

\* Если введеные данные для входа есть в базе, возвращает true.

\* Если есть незаполненные поля или данные введенные не соответсвуют БД, выводит сообщение об ошибке и возвращает false.

\*/

private boolean validateLogin() {

User user = userService.getConnectedUser(username\_box.getText(), password\_box.getText());

if (user == null) {

return false;

}

CurrentUser.setCurrentUser(user);

return true;

}

/\*\*

\* Выход из окна программы.

\*/

public void ExitLoginWindow() {

logger.debug("Closing login window");

exit\_btn.setOnAction(SceneController::close);

}

/\*\*

\* Сворачивание окна программы.

\*/

public void WrapLoginWindow() {

logger.debug("Wrapping login window");

wrap\_btn.setOnAction(SceneController::wrap);

}

/\*\*

\* Инициализация.

\*/

@Override

public void initialize(URL url, ResourceBundle rb) {

// TODO

}

}

NewWindowController

package com.umler.warehouses.Controllers;  
  
import com.umler.warehouses.Enums.ScenePath;  
import javafx.fxml.FXMLLoader;  
import javafx.scene.Scene;  
import javafx.scene.layout.Pane;  
import javafx.stage.Modality;  
import javafx.stage.Stage;  
import javafx.stage.StageStyle;  
  
import java.io.IOException;  
import java.util.Objects;  
  
/\*\*  
 \* Контроллер переключения.  
 \* @author Umler  
 \*/  
public class NewWindowController {  
  
 static double x;  
 static double y;  
  
 /\*\*  
 \* Открывает новое окно для добавления нового стеллажа.  
 \* @throws IOException Если произошла ошибка ввода-вывода.  
 \*/  
 public static void getNewShelfWindow() throws IOException {  
 getPopUpWindow(ScenePath.ADDSHELF.getPath());  
 }  
  
 /\*\*  
 \* Открывает новое окно для добавления нового помещения.  
 \* @throws IOException Если произошла ошибка ввода-вывода.  
 \*/  
 public static void getNewRoomWindow() throws IOException {  
 getPopUpWindow(ScenePath.ADDROOM.getPath());  
 }  
  
 /\*\*  
 \* Открывает новое окно для добавления нового продукта.  
 \* @throws IOException Если произошла ошибка ввода-вывода.  
 \*/  
 public static void getNewProductWindow() throws IOException {  
 getPopUpWindow(ScenePath.ADDPRODUCT.getPath());  
 }  
  
 /\*\*  
 \* Открывает новое окно для добавления нового контракта и компании.  
 \* @throws IOException Если произошла ошибка ввода-вывода.  
 \*/  
 public static void getNewContractCompanyWindow() throws IOException {  
 getPopUpWindow(ScenePath.ADDCONTRACTCOMPANY.getPath());  
 }  
  
 /\*\*  
 \* Открывает новое всплывающее окно с заданным FXML-файлом.  
 \* @param path Путь к FXML-файлу в классе Enum ScenePath.  
 \* @throws IOException Если произошла ошибка ввода-вывода.  
 \*/  
 public static void getPopUpWindow(String path) throws IOException {  
 Stage stage = new Stage();  
 Pane main = FXMLLoader.load(Objects.requireNonNull(NewWindowController.class.getResource(path)));  
 controlDrag(main, stage);  
 stage.setScene(new Scene(main));  
 stage.initModality(Modality.APPLICATION\_MODAL);  
 stage.initStyle(StageStyle.UNDECORATED);  
 stage.setTitle("Popup window");  
 stage.getScene();  
 stage.showAndWait();  
 }  
  
 /\*\*  
 \* Окно можно перетаскивать по экрану при зажатии ЛКМ по окну.  
 \*/  
 public static void controlDrag(Pane main, Stage stage) {  
 main.setOnMousePressed(event -> {  
 x = stage.getX() - event.getScreenX();  
 y = stage.getY() - event.getScreenY();  
 });  
 main.setOnMouseDragged(event -> {  
 stage.setX(event.getScreenX() + x);  
 stage.setY(event.getScreenY() + y);  
 });  
 }  
  
}

ProductsController

package com.umler.warehouses.Controllers;

import com.itextpdf.text.Font;

import com.itextpdf.text.\*;

import com.itextpdf.text.pdf.PdfPCell;

import com.itextpdf.text.pdf.PdfPTable;

import com.itextpdf.text.pdf.PdfWriter;

import com.umler.warehouses.Converters.CustomIntegerStringConverter;

import com.umler.warehouses.Helpers.CurrentUser;

import com.umler.warehouses.Helpers.UpdateStatus;

import com.umler.warehouses.Model.Contract;

import com.umler.warehouses.Model.Product;

import com.umler.warehouses.Model.Shelf;

import com.umler.warehouses.Services.ContractService;

import com.umler.warehouses.Services.ProductService;

import com.umler.warehouses.Services.ShelfService;

import com.umler.warehouses.Services.WarehouseService;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.collections.transformation.FilteredList;

import javafx.collections.transformation.SortedList;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.Initializable;

import javafx.scene.control.Button;

import javafx.scene.control.Label;

import javafx.scene.control.TextField;

import javafx.scene.control.\*;

import javafx.scene.control.cell.ChoiceBoxTableCell;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.control.cell.TextFieldTableCell;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.awt.\*;

import java.io.\*;

import java.net.URL;

import java.util.List;

import java.util.Objects;

import java.util.ResourceBundle;

/\*\*

\* Контроллер для таблицы товаров.

\* @author Umler

\*/

public class ProductsController implements Initializable

{

@FXML

public Button exit\_btn;

@FXML

public Button wrap\_btn;

@FXML

public Hyperlink current\_user;

@FXML

public Label search\_invalid\_label1;

@FXML

public TableColumn<Product, String> name\_column;

@FXML

public TableColumn<Product, String> type\_column;

@FXML

public TableColumn<Product, Integer> quantity\_column;

@FXML

public TableColumn<Product, Shelf> shelf\_column;

@FXML

public Button refresh\_btn;

@FXML

private TableColumn<Product, Contract> contract\_column;

@FXML

private ChoiceBox<String> choice\_box;

@FXML

private TableView<Product> table;

@FXML

private TextField search;

@FXML

public Label fullness\_label;

WarehouseService warehouseService = new WarehouseService();

ObservableList<Product> ProductList = FXCollections.observableArrayList();

ProductService productService = new ProductService();

ContractService contractService = new ContractService();

ShelfService shelfService = new ShelfService();

private static final Logger logger = LoggerFactory.getLogger("Warehouse Logger");

/\*\*

\* Мое исключение для записи в PDF файл

\*/

static class MyPDFException extends Exception

{

public MyPDFException()

{

super("There is nothing to save");

}

}

/\*\*

\* Мое исключение для записи в удаления строк таблицы

\*/

static class myDeleteException extends Exception

{

public myDeleteException()

{

super("Choose a row to delete");

}

}

private final String[] choices = {"Products","Companies", "Contracts", "Rooms/Shelves"};

/\*\*

\* Обработчик события выбора значения в выпадающем списке.

\* Получает выбранное значение и вызывает соответствующий метод в классе SceneController для отображения соответствующей сцены.

\* @param event событие выбора значения в выпадающем списке

\* @throws IOException если возникает ошибка ввода-вывода при отображении сцены

\*/

@FXML

private void getChoices(ActionEvent event) throws IOException {

logger.info("Choice box action");

String choice = choice\_box.getValue();

if (Objects.equals(choice, "Companies"))

{

logger.info("Choice box Managers selected");

SceneController.getCompaniesScene(event);

}

if (Objects.equals(choice, "Contracts"))

{

logger.info("Choice box Managers selected");

SceneController.getContractsScene(event);

}

if (Objects.equals(choice, "Rooms/Shelves"))

{

logger.info("Choice box Managers selected");

SceneController.getRoomsShelvesScene(event);

}

}

/\*\*

\* Обработчик события добавления нового товара.

\* Вызывает метод NewWindowController для отображения окна добавления нового товара.

\* Если товар был успешно добавлен, обновляет экран с товарами.

\* @param event Событие добавления нового товара.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void add(ActionEvent event) throws IOException {

logger.debug("adding a room");

NewWindowController.getNewProductWindow();

if(UpdateStatus.isIsProductAdded()) {

refreshScreen(event);

UpdateStatus.setIsProductAdded(false);

}

logger.info("room added");

}

/\*\*

\* Устанавливает список товаров.

\* Добавляет список товаров из БД.

\*/

private void setProductList() {

ProductList.clear();

ProductList.addAll(productService.getProducts());

}

/\*\*

\* Метод для получения отфильтрованного и отсортированного списка товаров.

\* Создает новый отфильтрованный список на основе исходного списка товаров, используя фильтр из searchField.

\* Затем создает новый отсортированный список на основе отфильтрованного списка и связывает его с компаратором таблицы.

\* @return Отсортированный список товаров.

\*/

private ObservableList<Product> getSortedList() {

SortedList<Product> sortedList = new SortedList<>(getFilteredList());

sortedList.comparatorProperty().bind(table.comparatorProperty());

return sortedList;

}

/\*\*

\* Метод для получения отфильтрованного списка товаров на основе заданного текстового фильтра.

\* Создает новый отфильтрованный список на основе исходного списка товаров, используя заданный текстовый фильтр.

\* Фильтр применяется к полям "Название товара", "Тип товара", "Кол-во товара определенного вида", "Контракт, по которому товары добавлены на склад" каждого товара.

\* @return Отфильтрованный список товаров.

\*/

private FilteredList<Product> getFilteredList() {

FilteredList<Product> filteredList = new FilteredList<>(ProductList, b -> true);

search.textProperty().addListener((observable, oldValue, newValue) ->

filteredList.setPredicate(product -> {

if (newValue == null || newValue.isEmpty()) {

return true;

}

String lowerCaseFilter = newValue.toLowerCase();

if (product.getName().toLowerCase().contains(lowerCaseFilter)) {

return true;

} else if (product.getType().toLowerCase().contains(lowerCaseFilter)) {

return true;

} else if (String.valueOf(product.getQuantity()).toLowerCase().contains(lowerCaseFilter)) {

return true;

} else return String.valueOf(product.getContract().getNumber()).toLowerCase().contains(lowerCaseFilter);

}));

return filteredList;

}

/\*\*

\* Обработчик события удаления выбранных товаров из таблицы.

\* Удаляет выбранные товары из таблицы.

\* Если ни один товар не выбран, выбрасывает исключение myDeleteException.

\* После удаления товаров обновляет экран.

\* @param event Событие удаления товаров.

\*/

@FXML

private void delete(ActionEvent event)

{

try {

logger.debug("deleting a product");

deleteRows(event);

logger.info("product deleted");

}

catch (myDeleteException | IOException myEx){

logger.error("MyDeleteException " + myEx);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, myEx.getMessage(), ButtonType.OK);

IOAlert.setContentText(myEx.getMessage());

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события удаления выбранных товаров из таблицы.

\* Удаляет выбранные товары из таблицы.

\* Если ни один товар не выбран, выбрасывает исключение myDeleteException.

\* После удаления товаров обновляет экран.

\* @param event Событие удаления товаров.

\* @throws ProductsController.myDeleteException Если ни один товар не выбран.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

private void deleteRows(ActionEvent event) throws myDeleteException, IOException {

int selectedID = table.getSelectionModel().getSelectedIndex();

if (selectedID == -1) throw new myDeleteException();

else {

ObservableList<Product> selectedRows = table.getSelectionModel().getSelectedItems();

for (Product product : selectedRows) {

productService.deleteProduct(product);

}

refreshScreen(event);

}

}

/\*\*

\* Обработчик события сохранения списка товаров в файл.

\* Сохраняет список товаров в файл "saves/save\_contract.csv".

\* Если произошла ошибка ввода-вывода при сохранении, выбрасывает исключение IOException.

\* После сохранения открывает папку "saves".

\*/

@FXML

private void save()

{

try

{

// logger.debug("saving to file");

BufferedWriter writer = new BufferedWriter(new FileWriter("saves/save\_product.csv"));

for(Product companies : ProductList)

{

writer.write(companies.getName() + ";" + companies.getType() + ";"

+ companies.getQuantity() + ";" + companies.getContract().getNumber());

writer.newLine();

}

writer.close();

Desktop.getDesktop().open(new File("saves"));

// logger.info("saved to file");

}

catch (IOException e)

{

// logger.warn("Exception " + e);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Error!", ButtonType.OK);

IOAlert.setContentText("Error");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события изменения названия товара в таблице.

\* @param editEvent Событие изменения названия товара в таблице.

\*/

@FXML

private void editName(TableColumn.CellEditEvent<Product, String> editEvent)

{

Product selectedProduct = table.getSelectionModel().getSelectedItem();

selectedProduct.setName(editEvent.getNewValue());

productService.updateProduct(selectedProduct);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения типа товара в таблице.

\* @param editEvent Событие изменения типа товара в таблице.

\*/

@FXML

private void editType(TableColumn.CellEditEvent<Product, String> editEvent)

{

Product selectedProduct = table.getSelectionModel().getSelectedItem();

selectedProduct.setType(editEvent.getNewValue());

productService.updateProduct(selectedProduct);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения кол-ва товара в таблице.

\* @param editEvent Событие изменения кол-ва товара в таблице.

\*/

@FXML

private void editQuantity(TableColumn.CellEditEvent<Product, Integer> editEvent)

{

Product selectedProduct = table.getSelectionModel().getSelectedItem();

Shelf shelf = selectedProduct.getShelf();

List<Product> products = shelf.getProductList();

Integer fullness = 0;

for (Product product : products) {

fullness += product.getQuantity();

}

if (fullness - selectedProduct.getQuantity() + editEvent.getNewValue() <= shelf.getCapacity())

{

selectedProduct.setQuantity(editEvent.getNewValue());

productService.updateProduct(selectedProduct);

}

else

{

logger.error("MyAddException");

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "MyAddException", ButtonType.OK);

IOAlert.setContentText("MyAddException");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

table.refresh();

}

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения стеллажа на котором находится товар.

\* @param editEvent Событие изменения стеллажа на котором находится товар.

\*/

@FXML

private void editShelf(TableColumn.CellEditEvent<Product, Shelf> editEvent)

{

Product selectedProduct = table.getSelectionModel().getSelectedItem();

Shelf shelf = editEvent.getNewValue();

List<Product> products = shelf.getProductList();

Integer fullness = 0;

for (Product product : products) {

fullness += product.getQuantity();

}

if (shelf.getCapacity() - fullness - selectedProduct.getQuantity() >= 0)

{

selectedProduct.setShelf(shelf);

productService.updateProduct(selectedProduct);

}

else

{

logger.error("MyAddException");

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "MyAddException", ButtonType.OK);

IOAlert.setContentText("No space in this shelf try another one / Or click on refresh");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

table.refresh();

}

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения контракта по которому товар находится на складе.

\* @param editEvent Событие изменения контракта по которому товар находится на складе.

\*/

@FXML

private void editContract(TableColumn.CellEditEvent<Product, Contract> editEvent)

{

Product selectedProduct = table.getSelectionModel().getSelectedItem();

Contract contract = editEvent.getNewValue();

selectedProduct.setContract(contract);

productService.updateProduct(selectedProduct);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события нажатия на кнопку сохранения таблицы товаров в PDF файл.

\* Сохраняет данные из таблицы в файл "pdf/report\_products.pdf".

\* Если список товаров пуст, выбрасывает исключение MyPDFException.

\* Если возникает ошибка ввода-вывода, выводит сообщение об ошибке.

\*/

@FXML

private void toPDF(ActionEvent event) throws IOException {

try {

logger.debug("Saving to PDF");

Document my\_pdf\_report = new Document();

PdfWriter.getInstance(my\_pdf\_report, new FileOutputStream("report\_products.pdf"));

my\_pdf\_report.open();

PdfPTable my\_report\_table = new PdfPTable(5);

PdfPCell table\_cell;

my\_report\_table.setHeaderRows(1);

my\_report\_table.addCell(new PdfPCell(new Phrase("Name", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("Type", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("Quantity", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("Shelf", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table.addCell(new PdfPCell(new Phrase("Contract", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

if (ProductList.isEmpty()) throw new MyPDFException();

for(Product products : ProductList)

{

table\_cell=new PdfPCell(new Phrase(String.valueOf(products.getName())));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(String.valueOf(products.getType())));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(String.valueOf(products.getQuantity())));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(String.valueOf(products.getShelf().getNumber())));

my\_report\_table.addCell(table\_cell);

table\_cell=new PdfPCell(new Phrase(String.valueOf(products.getContract().getNumber())));

my\_report\_table.addCell(table\_cell);

}

my\_pdf\_report.add(my\_report\_table);

my\_pdf\_report.close();

logger.info("Saved to PDF");

}

catch (FileNotFoundException | DocumentException | MyPDFException e)

{

logger.warn("Exception " + e);

e.printStackTrace();

}

refreshScreen(event);

}

/\*\*

\* Выход из окна программы.

\*/

public void ExitMainWindow() {

logger.debug("Closing main window");

exit\_btn.setOnAction(SceneController::close);

}

/\*\*

\* Сворачивание окна программы.

\*/

public void WrapMainWindow() {

logger.debug("Wrapping main window");

wrap\_btn.setOnAction(SceneController::wrap);

}

/\*\*

\* Обработчик события обновления экрана.

\* Вызывает метод SceneController для отображения сцены с товарами.

\* @param event Событие обновления экрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void refreshScreen(ActionEvent event) throws IOException {

SceneController.getProductsScene(event);

}

/\*\*

\* Обработчик события смены экрана.

\* Вызывает метод SceneController для отображения сцены с авторизацией.

\* @param event Событие обновления экрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void changeUser(ActionEvent event) throws IOException {

SceneController.getLoginScene(event);

}

/\*\*

\* Инициализация.

\*/

@Override

public void initialize(URL url, ResourceBundle rb)

{

warehouseService.getFullnessOfWarehouse();

fullness\_label.setText("Fullness: " + warehouseService.getFullnessOfWarehouse() + "%");

current\_user.setVisited(true);

current\_user.setText("User: " + CurrentUser.getCurrentUser().getName() + " / Change");

table.getSelectionModel().setSelectionMode(SelectionMode.MULTIPLE);

choice\_box.setValue("Products");

choice\_box.getItems().addAll(choices);

setProductList();

name\_column.setCellValueFactory(new PropertyValueFactory<>("name"));

type\_column.setCellValueFactory(new PropertyValueFactory<>("type"));

quantity\_column.setCellValueFactory(new PropertyValueFactory<>("quantity"));

shelf\_column.setCellValueFactory(new PropertyValueFactory<>("shelf"));

contract\_column.setCellValueFactory(new PropertyValueFactory<>("contract"));

ObservableList<Contract> contractsObservableList = FXCollections.observableArrayList(contractService.getContracts());

ObservableList<Shelf> shelfsObservableList = FXCollections.observableArrayList(shelfService.getShelves());

table.setEditable(true);

name\_column.setCellFactory(TextFieldTableCell.forTableColumn());

type\_column.setCellFactory(TextFieldTableCell.forTableColumn());

quantity\_column.setCellFactory(TextFieldTableCell.forTableColumn(new CustomIntegerStringConverter()));

shelf\_column.setCellFactory(ChoiceBoxTableCell.forTableColumn(shelfsObservableList));

contract\_column.setCellFactory(ChoiceBoxTableCell.forTableColumn(contractsObservableList));

table.setItems(getSortedList());

}

}

RoomsShelvesController

package com.umler.warehouses.Controllers;

import com.itextpdf.text.Font;

import com.itextpdf.text.\*;

import com.itextpdf.text.pdf.PdfPCell;

import com.itextpdf.text.pdf.PdfPTable;

import com.itextpdf.text.pdf.PdfWriter;

import com.umler.warehouses.Helpers.UpdateStatus;

import com.umler.warehouses.Model.Product;

import com.umler.warehouses.Model.Room;

import com.umler.warehouses.Model.Shelf;

import com.umler.warehouses.Services.RoomService;

import com.umler.warehouses.Services.ShelfService;

import com.umler.warehouses.Services.WarehouseService;

import javafx.collections.FXCollections;

import javafx.collections.ObservableList;

import javafx.collections.transformation.FilteredList;

import javafx.collections.transformation.SortedList;

import javafx.event.ActionEvent;

import javafx.fxml.FXML;

import javafx.fxml.Initializable;

import javafx.scene.control.Button;

import javafx.scene.control.Label;

import javafx.scene.control.TextField;

import javafx.scene.control.\*;

import javafx.scene.control.cell.ChoiceBoxTableCell;

import javafx.scene.control.cell.PropertyValueFactory;

import javafx.scene.control.cell.TextFieldTableCell;

import javafx.util.converter.IntegerStringConverter;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.awt.\*;

import java.io.\*;

import java.net.URL;

import java.util.List;

import java.util.Objects;

import java.util.ResourceBundle;

/\*\*

\* Контроллер для таблицы помещений и стеллажей.

\* @author Umler

\*/

public class RoomsShelvesController implements Initializable

{

@FXML

public Button exit\_btn;

@FXML

public Button wrap\_btn;

@FXML

public TableColumn<Shelf, Integer> capacity\_column;

@FXML

public TableColumn<Shelf, Integer> number\_column;

@FXML

public Label search\_invalid\_label11;

@FXML

public Label search\_invalid\_label111;

@FXML

public Button refresh\_btn;

@FXML

private TableColumn<Shelf, Room> room\_column;

@FXML

private ChoiceBox<String> choice\_box;

@FXML

private TableView<Shelf> table\_shelves;

@FXML

public TableView<Room> table\_rooms;

@FXML

public TableColumn<Room, Integer> roomnumber\_column;

@FXML

public TableColumn<Room, Integer> roomcapacity\_column;

@FXML

private TextField searchRoom;

@FXML

private TextField searchShelves;

@FXML

public Label fullness\_label;

WarehouseService warehouseService = new WarehouseService();

ObservableList<Shelf> ShelfList = FXCollections.observableArrayList();

ObservableList<Room> RoomList = FXCollections.observableArrayList();

ShelfService shelfService = new ShelfService();

RoomService roomService = new RoomService();

private static final Logger logger = LoggerFactory.getLogger("Warehouse Logger");

/\*\*

\* Мое исключение для записи в PDF файл

\*/

static class MyPDFException extends Exception

{

public MyPDFException()

{

super("There is nothing to save");

}

}

/\*\*

\* Мое исключение для записи в удаления строк таблицы

\*/

static class myDeleteException extends Exception

{

public myDeleteException()

{

super("Choose a row to delete");

}

}

private final String[] choices = {"Rooms/Shelves","Products","Companies", "Contracts"};

/\*\*

\* Обработчик события выбора значения в выпадающем списке.

\* Получает выбранное значение и вызывает соответствующий метод в классе SceneController для отображения соответствующей сцены.

\* @param event событие выбора значения в выпадающем списке

\* @throws IOException если возникает ошибка ввода-вывода при отображении сцены

\*/

@FXML

private void getChoices(ActionEvent event) throws IOException {

logger.info("Choice box action");

String choice = choice\_box.getValue();

if (Objects.equals(choice, "Companies"))

{

logger.info("Choice box Companies selected");

SceneController.getCompaniesScene(event);

}

if (Objects.equals(choice, "Contracts"))

{

logger.info("Choice box Contracts selected");

SceneController.getContractsScene(event);

}

if (Objects.equals(choice, "Products"))

{

logger.info("Choice box Products selected");

SceneController.getProductsScene(event);

}

}

/\*\*

\* Устанавливает список помещений.

\* Добавляет список помещений из БД.

\*/

private void setRoomList() {

RoomList.clear();

RoomList.addAll(roomService.getRooms());

}

/\*\*

\* Метод для получения отфильтрованного и отсортированного списка помещений.

\* Создает новый отфильтрованный список на основе исходного списка помещений, используя фильтр из searchField.

\* Затем создает новый отсортированный список на основе отфильтрованного списка и связывает его с компаратором таблицы.

\* @return Отсортированный список помещений.

\*/

private ObservableList<Room> getRoomsSortedList() {

SortedList<Room> sortedList = new SortedList<>(getRoomsFilteredList());

sortedList.comparatorProperty().bind(table\_rooms.comparatorProperty());

return sortedList;

}

/\*\*

\* Метод для получения отфильтрованного списка помещений на основе заданного текстового фильтра.

\* Создает новый отфильтрованный список на основе исходного списка помещений, используя заданный текстовый фильтр.

\* Фильтр применяется к полям "Номер", "Вместимость" каждого помещения.

\* @return Отфильтрованный список помещений.

\*/

private FilteredList<Room> getRoomsFilteredList() {

FilteredList<Room> filteredList = new FilteredList<>(RoomList, b -> true);

searchRoom.textProperty().addListener((observable, oldValue, newValue) ->

filteredList.setPredicate(room -> {

if (newValue == null || newValue.isEmpty()) {

return true;

}

String lowerCaseFilter = newValue.toLowerCase();

if (String.valueOf(room.getNumber()).toLowerCase().contains(lowerCaseFilter)) {

return true;

} else return (String.valueOf(room.getCapacity()).toLowerCase().contains(lowerCaseFilter));

}));

return filteredList;

}

/\*\*

\* Обработчик события добавления нового помещения.

\* Вызывает метод NewWindowController для отображения окна добавления нового помещения.

\* Если помещение был успешно добавлено, обновляет экран с помещениями.

\* @param event Событие добавления нового помещения.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void addRoom(ActionEvent event) throws IOException {

logger.debug("adding a room");

NewWindowController.getNewRoomWindow();

if(UpdateStatus.isIsRoomAdded()) {

refreshScreen(event);

UpdateStatus.setIsRoomAdded(false);

}

logger.info("room added");

}

/\*\*

\* Обработчик события удаления выбранных помещений из таблицы.

\* Удаляет выбранные помещения из таблицы.

\* Если ни одно помещение не выбрано, выбрасывает исключение myDeleteException.

\* После удаления помещений обновляет экран.

\* @param event Событие удаления помещений.

\*/

@FXML

private void deleteRooms(ActionEvent event)

{

try {

logger.debug("deleting a shelf");

deleteRoomRows(event);

logger.info("shelf deleted");

}

catch (myDeleteException | IOException myEx){

logger.error("MyDeleteException " + myEx);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, myEx.getMessage(), ButtonType.OK);

IOAlert.setContentText(myEx.getMessage());

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события удаления выбранных помещений из таблицы.

\* Удаляет выбранные помещения из таблицы.

\* Если ни одно помещение не выбрано, выбрасывает исключение myDeleteException.

\* @param event После удаления помещений обновляет экран.

\* @throws RoomsShelvesController.myDeleteException Если ни одно помещение не выбрано.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

private void deleteRoomRows(ActionEvent event) throws myDeleteException, IOException {

int selectedID = table\_rooms.getSelectionModel().getSelectedIndex();

if (selectedID == -1) throw new myDeleteException();

else {

ObservableList<Room> selectedRows = table\_rooms.getSelectionModel().getSelectedItems();

for (Room room : selectedRows) {

roomService.deleteRoom(room);

}

refreshScreen(event);

}

}

/\*\*

\* Обработчик события сохранения списка помещений в файл.

\* Сохраняет список помещений в файл "saves/save\_room.csv".

\* Если произошла ошибка ввода-вывода при сохранении, выбрасывает исключение IOException.

\* После сохранения открывает папку "saves".

\*/

@FXML

private void saveRooms()

{

try

{

// logger.debug("saving to file");

BufferedWriter writer = new BufferedWriter(new FileWriter("saves/save\_rooms.csv"));

for(Room room : RoomList)

{

writer.write(room.getNumber() + ";" + room.getCapacity());

writer.newLine();

}

writer.close();

Desktop.getDesktop().open(new File("saves"));

// logger.info("saved to file");

}

catch (IOException e)

{

// logger.warn("Exception " + e);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Error!", ButtonType.OK);

IOAlert.setContentText("Error");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события изменения номера помещения в таблице.

\* Проверка на существования помещения с введеным для изменения номером.

\* Вывод ошибки если помещение с таким номером уже существует.

\* @param editEvent Событие изменения названия помещения в таблице.

\*/

@FXML

private void editRoomNumber(TableColumn.CellEditEvent<Room, Integer> editEvent)

{

Room selectedRoom = table\_rooms.getSelectionModel().getSelectedItem();

for (Room rooms : roomService.getRooms()){

if (!Objects.equals(editEvent.getNewValue(), rooms.getNumber()))

{

selectedRoom.setNumber(editEvent.getNewValue());

roomService.updateRoom(selectedRoom);

}

else

{

logger.warn("Room with this number already exist");

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Room existence", ButtonType.OK);

IOAlert.setContentText("Room with this number already exist / Click the refresh button and try again");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

break;

}

}

}

/\*\*

\* Обработчик события изменения вместительности помещения в таблице.

\* @param editEvent Событие изменения вместительности помещения в таблице.

\*/

@FXML

private void editRoomCapacity(TableColumn.CellEditEvent<Room, Integer> editEvent)

{

Room selectedRoom = table\_rooms.getSelectionModel().getSelectedItem();

selectedRoom.setCapacity(editEvent.getNewValue());

roomService.updateRoom(selectedRoom);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события нажатия на кнопку сохранения таблицы помещений в PDF файл.

\* Сохраняет данные из таблицы в файл "pdf/report\_rooms.pdf".

\* Если список помещений пуст, выбрасывает исключение MyPDFException.

\* Если возникает ошибка ввода-вывода, выводит сообщение об ошибке.

\*/

@FXML

private void toPDFRooms(ActionEvent event) throws IOException {

try {

Document my\_pdf\_report1 = new Document();

PdfWriter.getInstance(my\_pdf\_report1, new FileOutputStream("report\_rooms.pdf"));

my\_pdf\_report1.open();

PdfPTable my\_report\_table\_rooms = new PdfPTable(2);

PdfPCell table\_rooms\_cell;

my\_report\_table\_rooms.setHeaderRows(2);

my\_report\_table\_rooms.addCell(new PdfPCell(new Phrase("Number", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table\_rooms.addCell(new PdfPCell(new Phrase("Capacity", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

if (RoomList.isEmpty()) throw new MyPDFException();

for(Room rooms : RoomList)

{

table\_rooms\_cell=new PdfPCell(new Phrase(String.valueOf(rooms.getNumber())));

my\_report\_table\_rooms.addCell(table\_rooms\_cell);

table\_rooms\_cell=new PdfPCell(new Phrase(String.valueOf(rooms.getCapacity())));

my\_report\_table\_rooms.addCell(table\_rooms\_cell);

}

my\_pdf\_report1.add(my\_report\_table\_rooms);

my\_pdf\_report1.close();

}

catch (FileNotFoundException | DocumentException | MyPDFException e)

{

logger.warn("Exception " + e);

e.printStackTrace();

}

refreshScreen(event);

}

/\*\*

\* Устанавливает список стеллажей.

\* Добавляет список товаров из БД.

\*/

private void setShelfList() {

ShelfList.clear();

ShelfList.addAll(shelfService.getShelves());

}

/\*\*

\* Метод для получения отфильтрованного и отсортированного списка стеллажей.

\* Создает новый отфильтрованный список на основе исходного списка стеллажей, используя фильтр из searchField.

\* Затем создает новый отсортированный список на основе отфильтрованного списка и связывает его с компаратором таблицы.

\* @return Отсортированный список стеллажей.

\*/

private ObservableList<Shelf> getShelvesSortedList() {

SortedList<Shelf> sortedList = new SortedList<>(getShelvesFilteredList());

sortedList.comparatorProperty().bind(table\_shelves.comparatorProperty());

return sortedList;

}

/\*\*

\* Метод для получения отфильтрованного списка стеллажей на основе заданного текстового фильтра.

\* Создает новый отфильтрованный список на основе исходного списка стеллажей, используя заданный текстовый фильтр.

\* Фильтр применяется к полям "Номер", "Вместительность", "Помещение, в котором стоит стеллаж" каждого стеллажа.

\* @return Отфильтрованный список стеллажей.

\*/

private FilteredList<Shelf> getShelvesFilteredList() {

FilteredList<Shelf> filteredList = new FilteredList<>(ShelfList, b -> true);

searchShelves.textProperty().addListener((observable, oldValue, newValue) ->

filteredList.setPredicate(shelf -> {

if (newValue == null || newValue.isEmpty()) {

return true;

}

String lowerCaseFilter = newValue.toLowerCase();

if (String.valueOf(shelf.getNumber()).toLowerCase().contains(lowerCaseFilter)) {

return true;

} else if (String.valueOf(shelf.getCapacity()).toLowerCase().contains(lowerCaseFilter)) {

return true;

} else return String.valueOf(shelf.getRoom().getNumber()).toLowerCase().contains(lowerCaseFilter);

}));

return filteredList;

}

/\*\*

\* Обработчик события добавления нового стеллажа.

\* Вызывает метод NewWindowController для отображения окна добавления нового стеллажа.

\* Если стеллаж был успешно добавлен, обновляет экран с стеллажами.

\* @param event Событие добавления нового стеллажа.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void addShelves(ActionEvent event) throws IOException {

logger.debug("adding a shelf");

NewWindowController.getNewShelfWindow();

if(UpdateStatus.isIsShelfAdded()) {

refreshScreen(event);

UpdateStatus.setIsShelfAdded(false);

}

logger.info("room shelf");

}

/\*\*

\* Обработчик события удаления выбранных стеллажей из таблицы.

\* Удаляет выбранные стеллажи из таблицы.

\* Если ни один стеллаж не выбран, выбрасывает исключение myDeleteException.

\* После удаления стеллажей обновляет экран.

\* @param event Событие удаления стеллажей.

\*/

@FXML

private void deleteShelves(ActionEvent event)

{

try {

logger.debug("deleting a shelf");

deleteShelveRows(event);

logger.info("shelf deleted");

}

catch (myDeleteException | IOException myEx){

logger.error("MyDeleteException " + myEx);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, myEx.getMessage(), ButtonType.OK);

IOAlert.setContentText(myEx.getMessage());

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события удаления выбранных стеллажей из таблицы.

\* Удаляет выбранные стеллажи из таблицы.

\* Если ни один стеллаж не выбран, выбрасывает исключение myDeleteException.

\* После удаления стеллажей обновляет экран.

\* @param event Событие удаления стеллажей.

\* @throws RoomsShelvesController.myDeleteException Если ни один стеллаж не выбран.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

private void deleteShelveRows(ActionEvent event) throws myDeleteException, IOException {

int selectedID = table\_shelves.getSelectionModel().getSelectedIndex();

if (selectedID == -1) throw new myDeleteException();

else {

ObservableList<Shelf> selectedRows = table\_shelves.getSelectionModel().getSelectedItems();

for (Shelf shelf : selectedRows) {

shelfService.deleteShelf(shelf);

}

refreshScreen(event);

}

}

/\*\*

\* Обработчик события сохранения списка стеллажей в файл.

\* Сохраняет список стеллажей в файл "saves/save\_shelf.csv".

\* Если произошла ошибка ввода-вывода при сохранении, выбрасывает исключение IOException.

\* После сохранения открывает папку "saves".

\*/

@FXML

private void saveShelves()

{

try

{

logger.debug("saving to file");

BufferedWriter writer = new BufferedWriter(new FileWriter("saves/save\_shelf.csv"));

for(Shelf shelves : ShelfList)

{

writer.write(shelves.getNumber() + ";" + shelves.getCapacity() + ";"

+ shelves.getRoom().getNumber());

writer.newLine();

}

writer.close();

Desktop.getDesktop().open(new File("saves"));

logger.info("saved to file");

}

catch (IOException e)

{

logger.warn("Exception " + e);

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Error!", ButtonType.OK);

IOAlert.setContentText("Error");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

}

}

/\*\*

\* Обработчик события изменения номера стеллажа в таблице.

\* Проверка на существования стеллажа с введеным для изменения номером.

\* Вывод ошибки если стеллаж с таким номером уже существует.

\* @param editEvent Событие изменения названия стеллажа в таблице.

\*/

@FXML

private void editShelfNumber(TableColumn.CellEditEvent<Shelf, Integer> editEvent)

{

Shelf selectedShelf = table\_shelves.getSelectionModel().getSelectedItem();

for (Shelf shelves : shelfService.getShelves()){

if (!Objects.equals(editEvent.getNewValue(), shelves.getNumber()))

{

selectedShelf.setNumber(editEvent.getNewValue());

shelfService.updateShelf(selectedShelf);

}

else

{

logger.warn("Shelf with this number already exist");

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Shelf existence", ButtonType.OK);

IOAlert.setContentText("Shelf with this number already exist / Click the refresh button and try again");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

break;

}

}

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения вместительности стеллажа в таблице.

\* Проверка на кол-во товара уже на стеллаже.

\* Вывод ошибки если стеллаж заполнен больше чем пользователь пытается ввести.

\* @param editEvent Событие изменения вместительности стеллажа в таблице.

\*/

@FXML

private void editShelfCapacity(TableColumn.CellEditEvent<Shelf, Integer> editEvent)

{

Shelf selectedShelf = table\_shelves.getSelectionModel().getSelectedItem();

Integer product\_space = 0;

List<Product> products = selectedShelf.getProductList();

for(Product product : products)

{

product\_space += product.getQuantity();

}

if (editEvent.getNewValue() >= product\_space)

{

selectedShelf.setCapacity(editEvent.getNewValue());

shelfService.updateShelf(selectedShelf);

}

else

{

logger.error("MyAddException");

Alert IOAlert = new Alert(Alert.AlertType.ERROR, "MyAddException", ButtonType.OK);

IOAlert.setContentText("You can't put this capacity products occupy much more space / Retry!");

IOAlert.showAndWait();

if(IOAlert.getResult() == ButtonType.OK)

{

IOAlert.close();

}

table\_shelves.refresh();

}

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события изменения помещения в котором находится стеллаж.

\* @param editEvent Событие изменения помещения в котором находится стеллаж.

\*/

@FXML

private void editRoom(TableColumn.CellEditEvent<Shelf, Room> editEvent)

{

Shelf selectedShelf = table\_shelves.getSelectionModel().getSelectedItem();

Room room = editEvent.getNewValue();

selectedShelf.setRoom(room);

shelfService.updateShelf(selectedShelf);

logger.debug("Editing cell");

}

/\*\*

\* Обработчик события нажатия на кнопку сохранения таблицы товаров в PDF файл.

\* Сохраняет данные из таблицы в файл "pdf/report\_shelves.pdf".

\* Если список товаров пуст, выбрасывает исключение MyPDFException.

\* Если возникает ошибка ввода-вывода, выводит сообщение об ошибке.

\*/

@FXML

private void toPDFShelves(ActionEvent event) throws IOException {

try {

// logger.debug("Saving to PDF");

Document my\_pdf\_report = new Document();

PdfWriter.getInstance(my\_pdf\_report, new FileOutputStream("report\_shelves.pdf"));

my\_pdf\_report.open();

PdfPTable my\_report\_table\_shelves = new PdfPTable(3);

PdfPCell table\_shelves\_cell;

my\_report\_table\_shelves.setHeaderRows(1);

my\_report\_table\_shelves.addCell(new PdfPCell(new Phrase("Number", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table\_shelves.addCell(new PdfPCell(new Phrase("Capacity", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

my\_report\_table\_shelves.addCell(new PdfPCell(new Phrase("Room", FontFactory.getFont(FontFactory.COURIER, 16, Font.BOLD))));

if (ShelfList.isEmpty()) throw new MyPDFException();

for(Shelf shelfs : ShelfList)

{

table\_shelves\_cell=new PdfPCell(new Phrase(String.valueOf(shelfs.getNumber())));

my\_report\_table\_shelves.addCell(table\_shelves\_cell);

table\_shelves\_cell=new PdfPCell(new Phrase(String.valueOf(shelfs.getCapacity())));

my\_report\_table\_shelves.addCell(table\_shelves\_cell);

table\_shelves\_cell=new PdfPCell(new Phrase(String.valueOf(shelfs.getRoom().getNumber())));

my\_report\_table\_shelves.addCell(table\_shelves\_cell);

}

my\_pdf\_report.add(my\_report\_table\_shelves);

my\_pdf\_report.close();

logger.info("Saved to PDF");

}

catch (FileNotFoundException | DocumentException | MyPDFException e)

{

logger.warn("Exception " + e);

e.printStackTrace();

}

refreshScreen(event);

}

/\*\*

\* Выход из окна программы.

\*/

public void ExitMainWindow() {

logger.debug("Closing main window");

exit\_btn.setOnAction(SceneController::close);

}

/\*\*

\* Сворачивание окна программы.

\*/

public void WrapMainWindow() {

logger.debug("Wrapping main window");

wrap\_btn.setOnAction(SceneController::wrap);

}

/\*\*

\* Обработчик события обновления экрана.

\* Вызывает метод SceneController для отображения сцены с помещениями и стеллажами.

\* @param event Событие обновления экрана.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

@FXML

private void refreshScreen(ActionEvent event) throws IOException {

SceneController.getRoomsShelvesScene(event);

}

/\*\*

\* Инициализация.

\*/

@Override

public void initialize(URL url, ResourceBundle rb)

{

warehouseService.getFullnessOfWarehouse();

fullness\_label.setText("Fullness: " + warehouseService.getFullnessOfWarehouse() + "%");

table\_shelves.getSelectionModel().setSelectionMode(SelectionMode.MULTIPLE);

choice\_box.setValue("Rooms/Shelves");

choice\_box.getItems().addAll(choices);

setShelfList();

setRoomList();

number\_column.setCellValueFactory(new PropertyValueFactory<>("number"));

capacity\_column.setCellValueFactory(new PropertyValueFactory<>("capacity"));

room\_column.setCellValueFactory(new PropertyValueFactory<>("room"));

roomnumber\_column.setCellValueFactory(new PropertyValueFactory<>("number"));

roomcapacity\_column.setCellValueFactory(new PropertyValueFactory<>("capacity"));

ObservableList<Room> roomsObservableList = FXCollections.observableArrayList(roomService.getRooms());

table\_shelves.setEditable(true);

number\_column.setCellFactory(TextFieldTableCell.forTableColumn(new IntegerStringConverter()));

capacity\_column.setCellFactory(TextFieldTableCell.forTableColumn(new IntegerStringConverter()));

room\_column.setCellFactory(ChoiceBoxTableCell.forTableColumn(roomsObservableList));

roomnumber\_column.setCellFactory(TextFieldTableCell.forTableColumn(new IntegerStringConverter()));

roomcapacity\_column.setCellFactory(TextFieldTableCell.forTableColumn(new IntegerStringConverter()));

table\_shelves.setItems(getShelvesSortedList());

table\_rooms.setItems(getRoomsSortedList());

}

}

SceneController

package com.umler.warehouses.Controllers;

import com.umler.warehouses.Enums.ScenePath;

import javafx.event.ActionEvent;

import javafx.fxml.FXMLLoader;

import javafx.scene.Node;

import javafx.scene.Parent;

import javafx.scene.Scene;

import javafx.stage.Stage;

import javafx.stage.StageStyle;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.io.IOException;

import java.util.Objects;

/\*\*

\* Контроллер для переключения сцен интерфейса.

\* @author Umler

\*/

public class SceneController {

private static double x;

private static double y;

private static Parent main;

private static final Logger logger = LoggerFactory.getLogger("Scene Logger");

/\*\*

\* Метод для перехода на сцену с авторизицией / Создание главной сцены.

\* @param stage Главная сцена.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

public static void getInitialScene(Stage stage) throws IOException {

logger.debug("InitialScene");

main = FXMLLoader.load((Objects.requireNonNull(SceneController.class.getResource(ScenePath.LOGIN.getPath()))));

Scene scene = new Scene(main);

controlDrag(stage);

logger.debug("Draggable scene made");

stage.initStyle(StageStyle.UNDECORATED);

stage.setTitle("WAREHOUSES");

stage.setScene(scene);

stage.show();

}

/\*\*

\* Метод для перехода на сцену со списком компаний.

\* @param event Событие, вызвавшее переход.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

public static void getCompaniesScene(ActionEvent event) throws IOException {

logger.debug("Transition to Companies scene");

changeScreen(event, ScenePath.COMPANIES.getPath());

}

/\*\*

\* Метод для перехода на сцену со списком товаров.

\* @param event Событие, вызвавшее переход.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

public static void getProductsScene(ActionEvent event) throws IOException {

logger.debug("Transition to Products scene");

changeScreen(event, ScenePath.PRODUCTS.getPath());

}

/\*\*

\* Метод для перехода на сцену со списком помещений и стеллажей.

\* @param event Событие, вызвавшее переход.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

public static void getRoomsShelvesScene(ActionEvent event) throws IOException {

logger.debug("Transition to RoomsShelves scene");

changeScreen(event, ScenePath.ROOMSSHELVES.getPath());

}

/\*\*

\* Метод для перехода на сцену со списком контрактов.

\* @param event Событие, вызвавшее переход.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

public static void getContractsScene(ActionEvent event) throws IOException {

logger.debug("Transition to Contracts scene");

changeScreen(event, ScenePath.CONTRACTS.getPath());

}

/\*\*

\* Метод для перехода на сцену с авторизацией.

\* @param event Событие, вызвавшее переход.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

public static void getLoginScene(ActionEvent event) throws IOException {

logger.debug("Transition to Login scene");

changeScreen(event, ScenePath.LOGIN.getPath());

}

/\*\*

\* Метод для смены сцены на заданную.

\* @param event Событие, вызвавшее смену сцены.

\* @param path Путь к файлу FXML новой сцены из класса Enum ScenePath.

\* @throws IOException Если произошла ошибка ввода-вывода при загрузке сцены.

\*/

private static void changeScreen(ActionEvent event, String path) throws IOException

{

logger.debug("Changing scene");

FXMLLoader loader = new FXMLLoader();

loader.setLocation(Objects.requireNonNull(SceneController.class.getResource(path)));

main = loader.load();

Scene visitScene = new Scene(main);

Stage window = (Stage) ((Node) event.getSource()).getScene().getWindow();

controlDrag(window);

window.setScene(visitScene);

window.show();

}

/\*\*

\* Окно можно перетаскивать по экрану при зажатии ЛКМ по окну.

\*/

public static void controlDrag(Stage stage) {

main.setOnMousePressed(event -> {

x = stage.getX() - event.getScreenX();

y = stage.getY() - event.getScreenY();

});

main.setOnMouseDragged(event -> {

stage.setX(event.getScreenX() + x);

stage.setY(event.getScreenY() + y);

});

}

/\*\*

\* Метод для закрытия окон по нажатию кнопки.

\*/

public static void close(ActionEvent actionEvent) {

logger.debug("Closing window");

Node source = (Node) actionEvent.getSource();

Stage stage = (Stage) source.getScene().getWindow();

stage.close();

}

/\*\*

\* Метод для сворачивания окон по нажатию кнопки.

\*/

public static void wrap(ActionEvent actionEvent) {

logger.debug("Wrapping window");

Node source = (Node) actionEvent.getSource();

Stage stage = (Stage) source.getScene().getWindow();

stage.setIconified(true);

}

}

CustomIntegerStringConverter

package com.umler.warehouses.Converters;  
  
import javafx.scene.control.Alert;  
import javafx.scene.control.ButtonType;  
import javafx.util.converter.IntegerStringConverter;  
  
  
/\*\*  
 \* Конвертер Integer to/from String.  
 \* @author Umler  
 \*/  
public class CustomIntegerStringConverter extends IntegerStringConverter {  
 private final IntegerStringConverter converter = new IntegerStringConverter();  
  
 /\*\*  
 \* Конвертация Integer to String.  
 \*/  
 @Override  
 public String toString(Integer object) {  
 try {  
 return converter.toString(object);  
 } catch (NumberFormatException e) {  
 showAlert();  
 }  
 return null;  
 }  
  
 /\*\*  
 \* Конвертация Integer from String.  
 \*/  
 @Override  
 public Integer fromString(String string) {  
 try {  
 return converter.fromString(string);  
 } catch (NumberFormatException e) {  
 showAlert();  
 }  
 return -1;  
 }  
  
 /\*\*  
 \* Вывод ошибок.  
 \*/  
 private void showAlert(){  
 Alert IOAlert = new Alert(Alert.AlertType.ERROR, "Input Error", ButtonType.OK);  
 IOAlert.setContentText("Incorrect input, you need to input a number");  
 IOAlert.showAndWait();  
 if(IOAlert.getResult() == ButtonType.OK)  
 {  
 IOAlert.close();  
 }  
 }  
}  
ScenePath  
  
package com.umler.warehouses.Enums;

/\*\*

\* Enum для хранения путей к частям интерфейса.

\* @author Umler

\*/

public enum ScenePath {

COMPANIES("/Companies.fxml"),

CONTRACTS("/Contracts.fxml"),

PRODUCTS("/Products.fxml"),

ROOMSSHELVES("/RoomsShelves.fxml"),

ADDROOM("/addRoom.fxml"),

ADDSHELF("/addShelf.fxml"),

ADDCONTRACTCOMPANY("/addContractCompany.fxml"),

ADDPRODUCT("/addProduct.fxml"),

LOGININFO("/loginInfo.fxml"),

LOGIN("/login.fxml");

private final String path;

ScenePath(String path) {

this.path = path;

}

public String getPath() {

return path;

}

}

ComboBoxUtil

package com.umler.warehouses.Helpers;

import com.umler.warehouses.Model.Product;

import javafx.scene.control.ComboBox;

import javafx.scene.control.ListCell;

import javafx.util.StringConverter;

/\*\*

\* Класс для переопределения вида ComboBox,

\* для вывода разных параметров одного класса в разные ComboBox.

\* @author Umler

\*/

public class ComboBoxUtil {

public static void configureNameComboBox(ComboBox<Product> nameComboBox) {

nameComboBox.setCellFactory(param -> new ListCell<>() {

@Override

protected void updateItem(Product item, boolean empty) {

super.updateItem(item, empty);

if (empty || item == null) {

setText("");

} else {

setText(item.getName());

}

}

});

nameComboBox.setConverter(new StringConverter<>() {

@Override

public String toString(Product product) {

return product == null ? "" : product.getName();

}

@Override

public Product fromString(String string) {

return null;

}

});

}

public static void configureTypeComboBox(ComboBox<Product> typeComboBox) {

typeComboBox.setCellFactory(param -> new ListCell<>() {

@Override

protected void updateItem(Product item, boolean empty) {

super.updateItem(item, empty);

if (empty || item == null) {

setText("");

} else {

setText(item.getType());

}

}

});

typeComboBox.setConverter(new StringConverter<>() {

@Override

public String toString(Product product) {

return product == null ? "" : product.getType();

}

@Override

public Product fromString(String string) {

return null;

}

});

}

}

CurrentUser

package com.umler.warehouses.Helpers;

import com.umler.warehouses.Model.User;

/\*\*

\* Класс для сохранения данных о текущем авторизированном пользователе.

\* @author Umler

\*/

public class CurrentUser {

private static User user;

private CurrentUser() {

}

public static User getCurrentUser() {

return user;

}

public static void setCurrentUser(User currentUser) {

user = currentUser;

}

}

DatePickerCellFactory

package com.umler.warehouses.Helpers;

import javafx.scene.control.DateCell;

import javafx.scene.control.DatePicker;

import javafx.util.Callback;

import java.time.LocalDate;

/\*\*

\* Класс для переопределения вида ячеек таблицы под DatePicker календарь.

\* @author Umler

\*/

public class DatePickerCellFactory implements Callback<DatePicker, DateCell> {

private final LocalDate selectedDate;

public DatePickerCellFactory(DatePicker datePicker) {

if (datePicker.getValue()==null)

{

selectedDate = LocalDate.now();

}

else {

selectedDate = datePicker.getValue();

}

datePicker.setDayCellFactory(this);

}

@Override

public DateCell call(DatePicker param) {

return new DateCell() {

@Override

public void updateItem(LocalDate item, boolean empty) {

super.updateItem(item, empty);

if (item.isBefore(selectedDate)) {

setDisable(true);

this.setStyle("-fx-background-color: #ffc5cf;");

}

}

};

}

public LocalDate getValue() {

return selectedDate;

}

}

DistinctObservableList

package com.umler.warehouses.Helpers;

import javafx.collections.ObservableList;

import javafx.collections.transformation.FilteredList;

import java.util.HashSet;

import java.util.Set;

import java.util.function.Function;

import java.util.function.Predicate;

/\*\*

\* Класс для отбрасывания повторов с списке с типом объекта.

\* Используется для корректного отображения ComboBox, для вывода разных параметров одного класса в разные ComboBox.

\* @author Umler

\*/

public class DistinctObservableList<T> {

private final FilteredList<T> filteredList;

public DistinctObservableList(ObservableList<T> list) {

filteredList = new FilteredList<>(list);

}

public void distinct(Function<? super T, ?> keyExtractor) {

filteredList.setPredicate(distinctByKey(keyExtractor));

}

private <U> Predicate<T> distinctByKey(Function<? super T, ? extends U> keyExtractor) {

Set<U> seen = new HashSet<>();

return t -> seen.add(keyExtractor.apply(t));

}

public ObservableList<T> getFilteredList() {

return filteredList;

}

}

HibernateUtil

package com.umler.warehouses.Helpers;

import com.umler.warehouses.Model.\*;

import org.hibernate.SessionFactory;

import org.hibernate.boot.registry.StandardServiceRegistryBuilder;

import org.hibernate.cfg.Configuration;

import org.hibernate.cfg.Environment;

import org.hibernate.service.ServiceRegistry;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.util.Properties;

/\*\*

\* Класс HibernateUtil предоставляет методы для работы с Hibernate.

\* Он содержит методы для создания объекта SessionFactory и закрытия его.

\* @author Umler

\*/

public class HibernateUtil {

private static SessionFactory sessionFactory;

private static final Logger logger = LoggerFactory.getLogger("Hibernate Logger");

/\*\*

\* Возвращает объект SessionFactory, который используется для создания сессий Hibernate.

\* Если объект SessionFactory еще не создан, то создает его с помощью настроек, указанных в методе.

\* @return объект SessionFactory

\*/

public static SessionFactory getSessionFactory() {

if (sessionFactory == null) {

try {

logger.debug("SessionFactory opened");

Configuration configuration = new Configuration();

Properties settings = new Properties();

settings.put(Environment.URL, "jdbc:mysql://localhost:3306/Warehouses");

settings.put(Environment.USER, "Umler");

settings.put(Environment.PASS, "Umler1337228");

settings.put(Environment.DIALECT, "org.hibernate.dialect.MySQLDialect");

settings.put(Environment.SHOW\_SQL, "false");

settings.put(Environment.CURRENT\_SESSION\_CONTEXT\_CLASS, "thread");

settings.put(Environment.HBM2DDL\_AUTO, "update");

logger.debug("Settings put");

configuration.setProperties(settings);

configuration.addAnnotatedClass(User.class);

configuration.addAnnotatedClass(Contract.class);

configuration.addAnnotatedClass(Company.class);

configuration.addAnnotatedClass(Room.class);

configuration.addAnnotatedClass(Shelf.class);

configuration.addAnnotatedClass(Product.class);

logger.debug("Configuration added");

logger.debug("ServiceRegistry");

ServiceRegistry serviceRegistry = new StandardServiceRegistryBuilder()

.applySettings(configuration.getProperties()).build();

sessionFactory = configuration.buildSessionFactory(serviceRegistry);

} catch (Exception e) {

e.printStackTrace();

}

}

return sessionFactory;

}

/\*\*

\* Закрывает объект SessionFactory и освобождает все связанные с ним ресурсы.

\*/

public static void shutdown() {

getSessionFactory().close();

}

}

LocalEndDateCellFactory

package com.umler.warehouses.Helpers;  
  
import javafx.scene.control.TableCell;  
import javafx.scene.control.TableColumn;  
import javafx.scene.control.DatePicker;  
import javafx.scene.control.DateCell;  
import javafx.util.Callback;  
import com.umler.warehouses.Model.Contract;  
import com.umler.warehouses.Services.ContractService;  
  
import java.time.LocalDate;  
import java.sql.Date;  
  
/\*\*  
 \* Класс для переопределения вида ячеек даты окончания договора под тип LocalDate.  
 \* @author Umler  
 \*/  
public class LocalEndDateCellFactory implements Callback<TableColumn<Contract, LocalDate>, TableCell<Contract, LocalDate>> {  
 ContractService contractService = new ContractService();  
 @Override  
 public TableCell<Contract, LocalDate> call(TableColumn<Contract, LocalDate> col) {  
 return new TableCell<>() {  
 private final DatePicker datePicker = new DatePicker();  
 private LocalDate minDate = LocalDate.now();  
  
 {  
 datePicker.editableProperty().set(false);  
 datePicker.setOnAction((e) -> commitEdit(datePicker.getValue()));  
 this.setGraphic(datePicker);  
  
 // задаем диапазон дат для выбора значения EndDate  
 Callback<DatePicker, DateCell> dayCellFactory = new Callback<>() {  
 @Override  
 public DateCell call(final DatePicker datePicker) {  
 return new DateCell() {  
 @Override  
 public void updateItem(LocalDate item, boolean empty) {  
 super.updateItem(item, empty);  
  
 // если дата раньше minDate, то недоступна для выбора  
 if (item != null && item.isBefore(minDate)) {  
 this.setDisable(true);  
 this.setStyle("-fx-background-color: #ffc5cf;"); // также помечаем цветом  
 }  
 }  
 };  
 }  
 };  
 datePicker.setDayCellFactory(dayCellFactory);  
 }  
  
 @Override  
 public void updateItem(LocalDate item, boolean empty) {  
 super.updateItem(item, empty);  
 Contract contract = getTableRow().getItem();  
 if (item == null || empty || contract == null) {  
 setText(null);  
 setGraphic(null);  
 } else {  
 datePicker.setValue(item);  
 setGraphic(datePicker);  
 minDate = contract.getStartdate().plusDays(1); // Устанавливаем minDate для этой ячейки  
 }  
 }  
  
 @Override  
 public void commitEdit(LocalDate newValue) {  
 super.commitEdit(newValue);  
 Contract contract = getTableView().getColumns().get(1).getTableView().getItems().get(getIndex());  
 contract.setEnddate(Date.valueOf(newValue).toLocalDate());  
 contractService.updateContract(contract);  
 }  
  
 @Override  
 public void startEdit() {  
 super.startEdit();  
 LocalDate value = getItem();  
 if (value != null) {  
 datePicker.setValue(value);  
 }  
 // задаем минимальную дату выбора EndDate  
 Contract contract = getTableView().getColumns().get(1).getTableView().getItems().get(getIndex());  
 LocalDate startDate = contract.getStartdate();  
 minDate = startDate.plusDays(1);  
 Callback<DatePicker, DateCell> dayCellFactory = datePicker.getDayCellFactory();  
 datePicker.setDayCellFactory(param -> {  
 DateCell cell = dayCellFactory.call(param);  
 if (cell.getItem().isBefore(minDate)) {  
 cell.setDisable(true);  
 }  
 return cell;  
 });  
 }  
  
 @Override  
 public void cancelEdit() {  
 super.cancelEdit();  
 }  
 };  
 }  
}

LocalStartDateCellFactory

package com.umler.warehouses.Helpers;  
  
import com.umler.warehouses.Model.Contract;  
import com.umler.warehouses.Services.ContractService;  
import javafx.scene.control.\*;  
import javafx.util.Callback;  
  
import java.sql.Date;  
import java.time.LocalDate;  
  
/\*\*  
 \* Класс для переопределения вида ячеек даты подписания договора под тип LocalDate.  
 \* @author Umler  
 \*/  
  
public class LocalStartDateCellFactory implements Callback<TableColumn<Contract, LocalDate>, TableCell<Contract, LocalDate>> {  
 ContractService contractService = new ContractService();  
 @Override  
 public TableCell<Contract, LocalDate> call(TableColumn<Contract, LocalDate> col) {  
 return new TableCell<>() {  
 private final DatePicker datePicker = new DatePicker();  
 private LocalDate maxDate = LocalDate.of(9999,12,1);  
  
 {  
 datePicker.editableProperty().set(false);  
 datePicker.setOnAction((e) -> commitEdit(datePicker.getValue()));  
 this.setGraphic(datePicker);  
  
 // задаем диапазон дат для выбора значения EndDate  
 Callback<DatePicker, DateCell> dayCellFactory = new Callback<>() {  
 @Override  
 public DateCell call(final DatePicker datePicker) {  
 return new DateCell() {  
 @Override  
 public void updateItem(LocalDate item, boolean empty) {  
 super.updateItem(item, empty);  
  
 // если дата раньше minDate, то недоступна для выбора  
 if (item != null && item.isAfter(maxDate)) {  
 this.setDisable(true);  
 this.setStyle("-fx-background-color: #ffc5cf;"); // также помечаем цветом  
 }  
 }  
 };  
 }  
 };  
 datePicker.setDayCellFactory(dayCellFactory);  
 }  
  
 @Override  
 public void updateItem(LocalDate item, boolean empty) {  
 super.updateItem(item, empty);  
 Contract contract = getTableRow().getItem();  
 if (item == null || empty || contract == null) {  
 setText(null);  
 setGraphic(null);  
 } else {  
 datePicker.setValue(item);  
 setGraphic(datePicker);  
 maxDate = contract.getEnddate().minusDays(1); // Устанавливаем minDate для этой ячейки  
 }  
 }  
  
 @Override  
 public void commitEdit(LocalDate newValue) {  
 super.commitEdit(newValue);  
 Contract contract = getTableView().getColumns().get(0).getTableView().getItems().get(getIndex());  
 contract.setStartdate(Date.valueOf(newValue).toLocalDate());  
 contractService.updateContract(contract);  
 }  
  
 @Override  
 public void startEdit() {  
 super.startEdit();  
 LocalDate value = getItem();  
 if (value != null) {  
 datePicker.setValue(value);  
 }  
 // задаем максимальную дату выбора EndDate  
 Contract contract = getTableView().getColumns().get(0).getTableView().getItems().get(getIndex());  
 LocalDate endDate = contract.getStartdate();  
 maxDate = endDate.minusDays(1);  
 Callback<DatePicker, DateCell> dayCellFactory = datePicker.getDayCellFactory();  
 datePicker.setDayCellFactory(param -> {  
 DateCell cell = dayCellFactory.call(param);  
 if (cell.getItem().isAfter(maxDate)) {  
 cell.setDisable(true);  
 }  
 return cell;  
 });  
 }  
  
 @Override  
 public void cancelEdit() {  
 super.cancelEdit();  
 }  
 };  
 }  
}

UpdateStatus

package com.umler.warehouses.Helpers;  
  
  
/\*\*  
 \* Класс для проверки на добавление элемента в базу данных  
 \* @author Umler  
 \*/  
  
public final class UpdateStatus {  
  
 private UpdateStatus() {  
 }  
 private static boolean isProductAdded;  
 private static boolean isContractCompanyAdded;  
 private static boolean isShelfAdded;  
 private static boolean isRoomAdded;  
  
 public static boolean isIsContractCompanyAdded(){  
 return isContractCompanyAdded;  
 }  
  
 public static void setIsContractCompanyAdded(boolean isContractCompanyAdded) {  
 UpdateStatus.isContractCompanyAdded = isContractCompanyAdded;  
 }  
  
 public static boolean isIsProductAdded(){  
 return isProductAdded;  
 }  
  
 public static void setIsProductAdded(boolean isProductAdded) {  
 UpdateStatus.isProductAdded = isProductAdded;  
 }  
  
 public static boolean isIsShelfAdded(){  
 return isShelfAdded;  
 }  
  
 public static void setIsShelfAdded(boolean isShelfAdded) {  
 UpdateStatus.isShelfAdded = isShelfAdded;  
 }  
  
 public static boolean isIsRoomAdded(){  
 return isRoomAdded;  
 }  
  
 public static void setIsRoomAdded(boolean isRoomAdded) {  
 UpdateStatus.isRoomAdded = isRoomAdded;  
 }  
}

Company

package com.umler.warehouses.Model;

import org.hibernate.annotations.Cascade;

import javax.persistence.\*;

import java.util.ArrayList;

import java.util.List;

import java.util.Objects;

/\*\*

\* Класс компании

\* @author Umler

\*/

@Entity

@Table(name="Company")

public class Company {

@Id

@Column(name = "id\_company")

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Integer id\_company;

@Column(name = "name")

private String name;

@Column(name = "address")

private String address;

@Column(name = "phone")

private String phoneNumber;

@Column(name = "tin")

private String tin; // ИНН

@OneToMany(mappedBy = "company", cascade=CascadeType.ALL, orphanRemoval=true, fetch = FetchType.EAGER)

@Cascade(org.hibernate.annotations.CascadeType.DELETE)

private List<Contract> contractList = new ArrayList<>();

/\*\*

\* Добавляет контракт в список контрактов, привязывает контракт к компании.

\*/

public void addContract(Contract contract) {

contractList.add(contract);

contract.setCompany(this);

}

public Integer getId\_company() {

return id\_company;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getAddress() {

return address;

}

public void setAddress(String address) {

this.address = address;

}

public String getPhoneNumber() {

return phoneNumber;

}

public void setPhoneNumber(String phoneNumber) {

this.phoneNumber = phoneNumber;

}

public String getTin() {

return tin;

}

public void setTin(String tin) {

this.tin = tin;

}

public List<Contract> getContractList() {

return contractList;

}

/\*\*

\* Переопределение метода toString для корректного вывода объектов класса.

\*/

@Override

public String toString() {

return String.format("%s", this.name);

}

/\*\*

\* Переопределение метода equals для корректного сравнения объектов класса.

\*/

@Override

public boolean equals(Object o) {

if (this == o) return true;

if (o == null || getClass() != o.getClass()) return false;

Company company = (Company) o;

return

Objects.equals(name, company.name) &&

Objects.equals(address, company.address) &&

Objects.equals(phoneNumber, company.phoneNumber)&&

Objects.equals(tin, company.tin);

}

/\*\*

\* Переопределение метода hashCode для корректного сравнения объектов класса.

\*/

@Override

public int hashCode() {

return Objects.hash(name, address, phoneNumber,tin);

}

}

Contract

package com.umler.warehouses.Model;

import org.hibernate.annotations.Cascade;

import javax.persistence.\*;

import java.time.LocalDate;

import java.util.ArrayList;

import java.util.List;

/\*\*

\* Класс контракта

\* @author Umler

\*/

@Entity

@Table(name="Contract")

public class Contract {

@Id

@Column(name = "id\_contract")

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Integer id\_contract;

@Column(name = "startdate")

private LocalDate startdate;

@Column(name = "enddate")

private LocalDate enddate;

@Column(name = "number")

private Integer number;

@ManyToOne

@JoinColumn(name = "company\_id")

private Company company;

@OneToMany(mappedBy = "contract", cascade=CascadeType.ALL, orphanRemoval=true, fetch = FetchType.EAGER)

@Cascade(org.hibernate.annotations.CascadeType.DELETE)

private List<Product> productList = new ArrayList<>();

public List<Product> getProductList() {

return productList;

}

public Integer getId\_contract() {

return id\_contract;

}

public LocalDate getStartdate() {

return startdate;

}

public void setStartdate(LocalDate startdate) {

this.startdate = startdate;

}

public LocalDate getEnddate() {

return enddate;

}

public void setEnddate(LocalDate enddate) {

this.enddate = enddate;

}

public Integer getNumber() {

return number;

}

public void setNumber(Integer number) {

this.number = number;

}

public Company getCompany() {

return company;

}

public void setCompany(Company company) {

this.company = company;

}

/\*\*

\* Переопределение метода toString для корректного вывода объектов класса.

\*/

@Override

public String toString() {

return String.format("%s | %s", this.number, this.company.getName());

}

}

Product

package com.umler.warehouses.Model;

import javax.persistence.\*;

/\*\*

\* Класс товара

\* @author Umler

\*/

@Entity

@Table(name="Product")

public class Product {

@Id

@Column(name = "id\_product")

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Integer id\_product;

@Column(name = "name")

private String name;

@Column(name = "type")

private String type;

@Column(name = "quantity")

private Integer quantity;

@ManyToOne

@JoinColumn(name = "shelf\_id")

private Shelf shelf;

@ManyToOne

@JoinColumn(name = "contract\_id")

private Contract contract;

public Integer getQuantity() {

return quantity;

}

public void setQuantity(Integer quantity) {

this.quantity = quantity;

}

public Contract getContract() {

return contract;

}

public void setContract(Contract contract) {

this.contract = contract;

}

public Integer getId\_product() {

return id\_product;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getType() {

return type;

}

public void setType(String type) {

this.type = type;

}

public Shelf getShelf() {

return shelf;

}

public void setShelf(Shelf shelf) {

this.shelf = shelf;

}

}

Room

package com.umler.warehouses.Model;

import org.hibernate.annotations.Cascade;

import javax.persistence.\*;

import java.util.ArrayList;

import java.util.List;

/\*\*

\* Класс помещения

\* @author Umler

\*/

@Entity

@Table(name="Room")

public class Room {

@Id

@Column(name = "id\_room")

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Integer id\_room;

@Column(name = "number")

private Integer number;

@Column(name = "capacity")

private Integer capacity;

@OneToMany(mappedBy = "room", cascade=CascadeType.ALL, orphanRemoval=true, fetch = FetchType.EAGER)

@Cascade(org.hibernate.annotations.CascadeType.DELETE)

private List<Shelf> shelvesList = new ArrayList<>();

public List<Shelf> getShelvesList() {

return shelvesList;

}

public Integer getId\_room() {

return id\_room;

}

public Integer getNumber() {

return number;

}

public void setNumber(Integer number) {

this.number = number;

}

public Integer getCapacity() {

return capacity;

}

public void setCapacity(Integer capacity) {

this.capacity = capacity;

}

/\*\*

\* Переопределение метода toString для корректного вывода объектов класса.

\*/

@Override

public String toString() {

return String.format("%s", this.number);

}

}

Shelf

package com.umler.warehouses.Model;

import org.hibernate.annotations.Cascade;

import javax.persistence.\*;

import java.util.ArrayList;

import java.util.List;

/\*\*

\* Класс стеллажа

\* @author Umler

\*/

@Entity

@Table(name="Shelf")

public class Shelf {

@Id

@Column(name = "id\_shelf")

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Integer id\_shelf;

@Column(name = "number")

private Integer number;

@Column(name = "capacity")

private Integer capacity;

@ManyToOne

@JoinColumn(name = "room\_id")

private Room room;

@OneToMany(mappedBy = "shelf", cascade=CascadeType.ALL, orphanRemoval=true, fetch = FetchType.EAGER)

@Cascade(org.hibernate.annotations.CascadeType.DELETE)

private List<Product> productList = new ArrayList<>();

public List<Product> getProductList() {

return productList;

}

public Room getRoom() {

return room;

}

public void setRoom(Room room) {

this.room = room;

}

public Integer getId\_shelf() {

return id\_shelf;

}

public Integer getNumber() {

return number;

}

public void setNumber(Integer number) {

this.number = number;

}

public Integer getCapacity() {

return capacity;

}

public void setCapacity(Integer capacity) {

this.capacity = capacity;

}

/\*\*

\* Переопределение метода toString для корректного вывода объектов класса.

\*/

@Override

public String toString() {

return String.format("%s", this.number);

}

}

User

package com.umler.warehouses.Model;

import javax.persistence.\*;

/\*\*

\* Класс пользователя

\* @author Umler

\*/

@Entity

@Table(name="User")

public class User {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "id\_user")

private Integer id;

@Column(name = "name")

private String name;

@Column(name = "password")

private String password;

public Integer getId() {

return id;

}

public void setId(Integer id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getPassword() {

return password;

}

public void setPassword(String password) {

this.password = password;

}

}

CompanyService

package com.umler.warehouses.Services;  
  
  
import com.umler.warehouses.Helpers.HibernateUtil;  
import com.umler.warehouses.Model.Company;  
import org.hibernate.Hibernate;  
import org.hibernate.Session;  
import org.hibernate.Transaction;  
import org.hibernate.resource.transaction.spi.TransactionStatus;  
  
import java.util.ArrayList;  
import java.util.List;  
  
  
/\*\*  
 \* Класс для работы с таблицей Company в базе данных  
 \* @author Umler  
 \*/  
  
public class CompanyService {  
  
 /\*\*  
 \* Создает новой компании или обновляет существующую в базе данных.  
 \* @param company объект, представляющий компанию  
 \* @return true, если операция выполнена успешно, false в противном случае  
 \*/  
 public Boolean createCompany(Company company) {  
 Transaction transaction = null;  
 try (Session session = HibernateUtil.getSessionFactory().openSession()) {  
 transaction = session.beginTransaction();  
 session.saveOrUpdate(company);  
 transaction.commit();  
 return transaction.getStatus() == TransactionStatus.COMMITTED;  
 } catch (Exception ex) {  
 if (transaction != null) {  
 transaction.rollback();  
 }  
 ex.printStackTrace();  
 }  
 return false;  
 }  
  
 /\*\*  
 \* Обновляет информацию о компании в базе данных.  
 \* @param company объект, представляющий компанию с обновленными данными  
 \*/  
 public void updateCompany(Company company) {  
 Transaction transaction = null;  
 try (Session session = HibernateUtil.getSessionFactory().openSession()) {  
 transaction = session.beginTransaction();  
 session.update(company);  
 transaction.commit();  
 } catch (Exception ex) {  
 if (transaction != null) {  
 transaction.rollback();  
 }  
 ex.printStackTrace();  
 }  
 }  
  
 /\*\*  
 \* Удаляет информацию о компании из базы данных.  
 \* @param company объект, представляющий компанию, которую нужно удалить  
 \*/  
 public void deleteCompany(Company company) {  
 Transaction transaction = null;  
 try (Session session = HibernateUtil.getSessionFactory().openSession()) {  
 transaction = session.beginTransaction();  
 session.delete(company);  
 transaction.commit();  
 } catch (Exception ex) {  
 if (transaction != null) {  
 transaction.rollback();  
 }  
 ex.printStackTrace();  
 }  
 }  
  
 /\*\*  
 \* Возвращает список всех компаний из базы данных.  
 \* @return список объектов, представляющих компаний  
 \*/  
 public List<Company> getCompanies() {  
 try (Session session = HibernateUtil.getSessionFactory().openSession()) {  
 List<Company> companies = session.createQuery("from Company", Company.class).list();  
 for(Company company : companies){  
 Hibernate.initialize(company.getContractList());  
 }  
 return companies;  
 } catch (Exception ex) {  
 ex.printStackTrace();  
 return new ArrayList<>();  
 }  
 }  
  
}

ContractService

package com.umler.warehouses.Services;

import com.umler.warehouses.Helpers.HibernateUtil;

import com.umler.warehouses.Model.Contract;

import org.hibernate.Session;

import org.hibernate.Transaction;

import org.hibernate.resource.transaction.spi.TransactionStatus;

import java.util.ArrayList;

import java.util.List;

/\*\*

\* Класс для работы с таблицей Contract в базе данных

\* @author Umler

\*/

public class ContractService {

/\*\*

\* Создает новый контракт или обновляет существующую в базе данных.

\* @param contract объект, представляющий контракт

\* @return true, если операция выполнена успешно, false в противном случае

\*/

public Boolean createContract(Contract contract) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.save(contract);

transaction.commit();

return transaction.getStatus() == TransactionStatus.COMMITTED;

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

return false;

}

/\*\*

\* Обновляет информацию о контракте в базе данных.

\* @param contract объект, представляющий контракт с обновленными данными

\*/

public void updateContract(Contract contract) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.update(contract);

transaction.commit();

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

}

/\*\*

\* Удаляет информацию о контракте из базы данных.

\* @param contract объект, представляющий контракт, который нужно удалить

\*/

public void deleteContract(Contract contract) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.delete(contract);

transaction.commit();

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

}

/\*\*

\* Возвращает список всех контрактов из базы данных.

\* @return список объектов, представляющих контракты

\*/

public List<Contract> getContracts() {

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

return session.createQuery("from Contract ", Contract.class).list();

} catch (Exception ex) {

ex.printStackTrace();

return new ArrayList<>();

}

}

}

ProductService

package com.umler.warehouses.Services;

import com.umler.warehouses.Helpers.HibernateUtil;

import com.umler.warehouses.Model.Product;

import org.hibernate.Session;

import org.hibernate.Transaction;

import org.hibernate.resource.transaction.spi.TransactionStatus;

import java.util.ArrayList;

import java.util.List;

/\*\*

\* Класс для работы с таблицей Product в базе данных

\* @author Umler

\*/

public class ProductService {

/\*\*

\* Создает новый товар или обновляет существующую в базе данных.

\* @param product объект, представляющий товар

\* @return true, если операция выполнена успешно, false в противном случае

\*/

public Boolean createProduct(Product product) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.saveOrUpdate(product);

transaction.commit();

return transaction.getStatus() == TransactionStatus.COMMITTED;

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

return false;

}

/\*\*

\* Обновляет информацию о товаре в базе данных.

\* @param product объект, представляющий товар с обновленными данными

\*/

public void updateProduct(Product product) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.update(product);

transaction.commit();

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

}

/\*\*

\* Удаляет информацию о товаре из базы данных.

\* @param product объект, представляющий товаре, который нужно удалить

\*/

public void deleteProduct(Product product) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.delete(product);

transaction.commit();

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

}

/\*\*

\* Возвращает список всех товаров из базы данных.

\* @return список объектов, представляющих товары

\*/

public List<Product> getProducts() {

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

return session.createQuery("from Product ", Product.class).list();

} catch (Exception ex) {

ex.printStackTrace();

return new ArrayList<>();

}

}

}

RoomService

package com.umler.warehouses.Services;

import com.umler.warehouses.Helpers.HibernateUtil;

import com.umler.warehouses.Model.Room;

import org.hibernate.Session;

import org.hibernate.Transaction;

import org.hibernate.resource.transaction.spi.TransactionStatus;

import java.util.ArrayList;

import java.util.List;

import java.util.Objects;

/\*\*

\* Класс для работы с таблицей Room в базе данных

\* @author Umler

\*/

public class RoomService {

/\*\*

\* Создает новое помещение или обновляет существующую в базе данных.

\* @param room объект, представляющий помещение

\* @return true, если операция выполнена успешно, false в противном случае

\*/

public Boolean createRoom(Room room) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.saveOrUpdate(room);

transaction.commit();

return transaction.getStatus() == TransactionStatus.COMMITTED;

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

return false;

}

/\*\*

\* Обновляет информацию о помещении в базе данных.

\* @param room объект, представляющий помещение с обновленными данными

\*/

public void updateRoom(Room room) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.update(room);

transaction.commit();

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

}

/\*\*

\* Удаляет информацию о помещении из базы данных.

\* @param room объект, представляющий помещении, который нужно удалить

\*/

public void deleteRoom(Room room) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.delete(room);

transaction.commit();

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

}

/\*\*

\* Возвращает помещение по номеру.

\* @param number номер помещения для поиска в БД.

\* @return помещение по номеру

\*/

public Room getRoom(Integer number) {

List<Room> t = getRooms();

for (Room room : t){

if (Objects.equals(room.getNumber(), number))

return room;

}

return null;

}

/\*\*

\* Возвращает список всех помещений из базы данных.

\* @return список объектов, представляющих помещения

\*/

public List<Room> getRooms() {

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

return session.createQuery("from Room ", Room.class).list();

} catch (Exception ex) {

ex.printStackTrace();

return new ArrayList<>();

}

}

}

ShelfService

package com.umler.warehouses.Services;

import com.umler.warehouses.Helpers.HibernateUtil;

import com.umler.warehouses.Model.Shelf;

import org.hibernate.Session;

import org.hibernate.Transaction;

import org.hibernate.resource.transaction.spi.TransactionStatus;

import java.util.ArrayList;

import java.util.List;

import java.util.Objects;

/\*\*

\* Класс для работы с таблицей Shelf в базе данных

\* @author Umler

\*/

public class ShelfService {

/\*\*

\* Создает новый стеллаж или обновляет существующую в базе данных.

\* @param shelf объект, представляющий стеллаж

\* @return true, если операция выполнена успешно, false в противном случае

\*/

public Boolean createShelf(Shelf shelf) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.saveOrUpdate(shelf);

transaction.commit();

return transaction.getStatus() == TransactionStatus.COMMITTED;

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

return false;

}

/\*\*

\* Обновляет информацию о стеллаже в базе данных.

\* @param shelf объект, представляющий стеллаж с обновленными данными

\*/

public void updateShelf(Shelf shelf) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.update(shelf);

transaction.commit();

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

}

/\*\*

\* Удаляет информацию о стеллаже из базы данных.

\* @param shelf объект, представляющий стеллаж, который нужно удалить

\*/

public void deleteShelf(Shelf shelf) {

Transaction transaction = null;

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

transaction = session.beginTransaction();

session.delete(shelf);

transaction.commit();

} catch (Exception ex) {

if (transaction != null) {

transaction.rollback();

}

ex.printStackTrace();

}

}

/\*\*

\* Возвращает стеллаж по номеру.

\* @param number номер стеллажа для поиска в БД.

\* @return стеллаж по номеру

\*/

public Shelf getShelf(Integer number) {

List<Shelf> shelves = getShelves();

for (Shelf shelf : shelves){

if (Objects.equals(shelf.getNumber(), number))

return shelf;

}

return null;

}

/\*\*

\* Возвращает список всех стеллажей из базы данных.

\* @return список объектов, представляющих стеллажи

\*/

public List<Shelf> getShelves() {

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

return session.createQuery("from Shelf ", Shelf.class).list();

} catch (Exception ex) {

ex.printStackTrace();

return new ArrayList<>();

}

}

}

UserService

package com.umler.warehouses.Services;

import com.umler.warehouses.Model.User;

import com.umler.warehouses.Helpers.HibernateUtil;

import org.hibernate.Session;

import javax.persistence.NoResultException;

import javax.persistence.TypedQuery;

/\*\*

\* Класс для работы с таблицей User в базе данных

\* @author Umler

\*/

public class UserService {

/\*\*

\* Возвращает данные пользователя по введным логину и паролю.

\* @return данные о пользователе

\*/

public User getConnectedUser(String name, String password) {

try (Session session = HibernateUtil.getSessionFactory().openSession()) {

TypedQuery<User> query = session.createQuery("SELECT u FROM User u " +

"WHERE name = :name AND password = :pass", User.class);

query.setParameter("name", name);

query.setParameter("pass", password);

return query.getSingleResult();

} catch (NoResultException ex) {

System.err.println("User not found");

return null;

}

}

}

WarehouseService

package com.umler.warehouses.Services;  
  
import com.umler.warehouses.Model.Product;  
import com.umler.warehouses.Model.Room;  
import com.umler.warehouses.Model.Shelf;  
  
import java.util.List;  
  
/\*\*  
 \* Класс для подсчета обзей заполненности склада  
 \* @author Umler  
 \*/  
  
public class WarehouseService {  
  
 RoomService roomService = new RoomService();  
  
 /\*\*  
 \* Возвращает заполенность склада.  
 \* @return заполенность склада  
 \*/  
 public Integer getFullnessOfWarehouse()  
 {  
 try  
 {  
 int roomcapacity = 0;  
 List<Room> rooms = roomService.getRooms();  
 if(rooms.size() != 0)  
 {  
 for (Room room : rooms){  
 List<Shelf> shelves = room.getShelvesList();  
 int shelfcapacity = 0;  
 if(shelves.size()!=0)  
 {  
 for (Shelf shelf : shelves) {  
 List<Product> products = shelf.getProductList();  
 Integer product\_space = 0;  
 for (Product product : products) {  
 product\_space += product.getQuantity();  
 }  
 shelfcapacity += product\_space \* 100 / shelf.getCapacity();  
 }  
 roomcapacity += shelfcapacity / shelves.size();  
 }  
 }  
 return roomcapacity / rooms.size();  
 }  
 }  
 catch (NullPointerException ex)  
 {  
 System.out.println("NULL" + ex);  
 }  
 return null;  
 }  
}

App

package com.umler.warehouses;

import com.umler.warehouses.Controllers.SceneController;

import com.umler.warehouses.Helpers.HibernateUtil;

import javafx.application.Application;

import javafx.stage.Stage;

import java.io.IOException;

import org.slf4j.\*;

/\*\*

\* Стартовый класс для запуска приложения

\* @author Umler

\*/

public class App extends Application {

private static final Logger logger = LoggerFactory.getLogger("Main Logger");

/\*\*

\* Начало программы

\*/

@Override

public void start(Stage stage) throws IOException {

SceneController.getInitialScene(stage);

logger.debug("Start of a program");

}

/\*\*

\* Конец программы

\*/

@Override

public void stop() throws Exception {

logger.debug("End of a program");

super.stop();

HibernateUtil.shutdown();

}

public static void main(String[] args) {

launch(args);

}

}